**Which of these is a classification problem?**

Once you decide to leverage supervised machine learning to solve a new problem, you need to identify whether your problem is better suited to classification or regression. This exercise will help you develop your intuition for distinguishing between the two.

Provided below are 4 example applications of machine learning. Which of them is a supervised classification problem?

**Answer the question**

**50 XP**

**Possible Answers**

Using labeled financial data to predict whether the value of a stock will go up or go down next week.

Using labeled housing price data to predict the price of a new house based on various features.

Using unlabeled data to cluster the students of an online education company into different categories based on their learning styles.

Using labeled financial data to predict what the value of a stock will be next week.

 +50 XP

Exactly! In this example, there are two discrete, qualitative outcomes: the stock market going up, and the stock market going down. This can be represented using a binary variable, and is an application perfectly suited for classification.

**Numerical EDA**

In this chapter, you'll be working with a dataset obtained from the [**UCI Machine Learning Repository**](https://archive.ics.uci.edu/ml/datasets/Congressional+Voting+Records) consisting of votes made by US House of Representatives Congressmen. Your goal will be to predict their party affiliation ('Democrat' or 'Republican') based on how they voted on certain key issues. Here, it's worth noting that we have preprocessed this dataset to deal with missing values. This is so that your focus can be directed towards understanding how to train and evaluate supervised learning models. Once you have mastered these fundamentals, you will be introduced to preprocessing techniques in Chapter 4 and have the chance to apply them there yourself - including on this very same dataset!

Before thinking about what supervised learning models you can apply to this, however, you need to perform Exploratory data analysis (EDA) in order to understand the structure of the data. For a refresher on the importance of EDA, check out the first two chapters of [**Statistical Thinking in Python (Part 1)**](https://www.datacamp.com/courses/statistical-thinking-in-python-part-1).

Get started with your EDA now by exploring this voting records dataset numerically. It has been pre-loaded for you into a DataFrame called df. Use pandas' .head(), .info(), and .describe() methods in the IPython Shell to explore the DataFrame, and select the statement below that is **not** true.

**Instructions**

**50 XP**

**Possible Answers**
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The DataFrame has a total of 435 rows and 17 columns.
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Except for 'party', all of the columns are of type int64.
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The first two rows of the DataFrame consist of votes made by Republicans and the next three rows consist of votes made by Democrats.
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There are 17 *predictor variables*, or *features*, in this DataFrame.
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The target variable in this DataFrame is 'party'.

Submit Answer

[**Take Hint (-15 XP)**](javascript:void(0))

+50 XP

Great work! The number of columns in the DataFrame is not equal to the number of features. One of the columns - 'party' is the target variable.

**Exercise**

**Exercise**

**Visual EDA**

The Numerical EDA you did in the previous exercise gave you some very important information, such as the names and data types of the columns, and the dimensions of the DataFrame. Following this with some visual EDA will give you an even better understanding of the data. In the video, Hugo used the scatter\_matrix() function on the Iris data for this purpose. However, you may have noticed in the previous exercise that all the features in this dataset are binary; that is, they are either 0 or 1. So a different type of plot would be more useful here, such as [**Seaborn's countplot**](http://seaborn.pydata.org/generated/seaborn.countplot.html).

Given on the right is a countplot of the 'education' bill, generated from the following code:

plt.figure()

sns.countplot(x='education', hue='party', data=df, palette='RdBu')

plt.xticks([0,1], ['No', 'Yes'])

plt.show()

In sns.countplot(), we specify the x-axis data to be 'education', and hue to be 'party'. Recall that 'party' is also our target variable. So the resulting plot shows the difference in voting behavior between the two parties for the 'education' bill, with each party colored differently. We manually specified the color to be 'RdBu', as the Republican party has been traditionally associated with red, and the Democratic party with blue.

It seems like Democrats voted resoundingly *against* this bill, compared to Republicans. This is the kind of information that our machine learning model will seek to learn when we try to predict party affiliation solely based on voting behavior. An expert in U.S politics may be able to predict this without machine learning, but probably not instantaneously - and certainly not if we are dealing with hundreds of samples!

In the IPython Shell, explore the voting behavior further by generating countplots for the 'satellite' and 'missile' bills, and answer the following question: Of these two bills, for which ones do Democrats vote resoundingly in *favor* of, compared to Republicans? Be sure to begin your plotting statements for each figure with plt.figure() so that a new figure will be set up. Otherwise, your plots will be overlayed onto the same figure.

**Instructions**

**50 XP**

**Possible Answers**
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'satellite'.
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'missile'.
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Both 'satellite' and 'missile'.
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Neither 'satellite' nor 'missile'.

Submit Answer

[**Take Hint (-15 XP)**](javascript:void(0))

+50 XP

Correct! Democrats voted in favor of both 'satellite' *and* 'missile'

**Incorrect Submission**

Democrats *did* vote in favor of 'satellite', but what about 'missile'?

**Hint**

* Use the code provided in the exercise description to create countplots for 'satellite' and 'missile'. You just have to replace x='education' with either 'satellite' or 'missile'. Observe the resulting plot. Does one party seem to be more in favor of a particular bill compared to the other?

**Exercise**

**Exercise**

**k-Nearest Neighbors: Fit**

Having explored the Congressional voting records dataset, it is time now to build your first classifier. In this exercise, you will fit a k-Nearest Neighbors classifier to the voting dataset, which has once again been pre-loaded for you into a DataFrame df.

In the video, Hugo discussed the importance of ensuring your data adheres to the format required by the scikit-learn API. The features need to be in an array where each column is a feature and each row a different observation or data point - in this case, a Congressman's voting record. The target needs to be a single column with the same number of observations as the feature data. We have done this for you in this exercise. Notice we named the feature array X and response variable y: This is in accordance with the common scikit-learn practice.

Your job is to create an instance of a k-NN classifier with 6 neighbors (by specifying the n\_neighbors parameter) and then fit it to the data. The data has been pre-loaded into a DataFrame called df.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import KNeighborsClassifier from sklearn.neighbors.
* Create arrays X and y for the features and the target variable. Here this has been done for you. Note the use of .drop() to drop the target variable 'party' from the feature array X as well as the use of the .values attribute to ensure X and y are NumPy arrays. Without using .values, X and y are a DataFrame and Series respectively; the scikit-learn API will accept them in this form also as long as they are of the right shape.
* Instantiate a KNeighborsClassifier called knn with 6 neighbors by specifying the n\_neighbors parameter.
* Fit the classifier to the data using the .fit() method.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import KNeighborsClassifier from sklearn.neighbors

from sklearn.neighbors import KNeighborsClassifier as knc

# Create arrays for the features and the response variable

y = df['party'].values

X = df.drop('party', axis=1).values

# Create a k-NN classifier with 6 neighbors

knn = knc(n\_neighbors=6)

# Fit the classifier to the data

knn.fit(X, y)

+100 XP

Excellent! Now that your k-NN classifier with 6 neighbors has been fit to the data, it can be used to predict the labels of new data points.

**Exercise**

**Exercise**

**k-Nearest Neighbors: Predict**

Having fit a k-NN classifier, you can now use it to predict the label of a new data point. However, there is no unlabeled data available since all of it was used to fit the model! You can still use the .predict() method on the X that was used to fit the model, but it is not a good indicator of the model's ability to generalize to new, unseen data.

In the next video, Hugo will discuss a solution to this problem. For now, a random unlabeled data point has been generated and is available to you as X\_new. You will use your classifier to predict the label for this new data point, as well as on the training data X that the model has already seen. Using .predict() on X\_new will generate 1 prediction, while using it on X will generate 435 predictions: 1 for each sample.

The DataFrame has been pre-loaded as df. This time, you will create the feature array X and target variable array y yourself.

**Instructions**

**100 XP**

* Create arrays for the features and the target variable from df. As a reminder, the target variable is 'party'.
* Instantiate a KNeighborsClassifier with 6 neighbors.
* Fit the classifier to the data.
* Predict the labels of the training data, X.
* Predict the label of the new data point X\_new.

[**Take Hint (-30 XP)**](javascript:void(0))

[**Show Answer (-70 XP)**](javascript:void(0))

**Hint**

* To create the target variable y, select the 'party' column of df and access its .values attribute. To create the feature array X, use the .drop() method on df with 'party' and axis=1 as arguments. Then access its .values attribute.
* To instantiate the classifier, use KNeighborsClassifier and specify the number of neighbors using the n\_neighbors parameter.
* Use the .fit() method with X and y as arguments to fit the classifier to the data.
* Use the .predict() method on X to predict the labels of the training data.
* Use the .predict() method on X\_new to predict the label of the new data point.

 Awesome, thanks for your feedback!

# Import KNeighborsClassifier from sklearn.neighbors

from sklearn.neighbors import KNeighborsClassifier as knc

# Create arrays for the features and the response variable

y = df.party.values

X = df.drop('party', axis=1).values

# Create a k-NN classifier with 6 neighbors: knn

knn = knc(6)

# Fit the classifier to the data

print(knn.fit(X, y))

# Predict the labels for the training data X

y\_pred = knn.predict(X)

# Predict and print the label for the new data point X\_new

new\_prediction = knn.predict(X\_new)

print("Prediction: {}".format(new\_prediction))

**Incorrect Submission**

Did you call KNeighborsClassifier()?

Did you call knn.fit()?

Did you call knn.predict()?

In [1]: X\_new

Out[1]:

0 1 2 3 4 5 6 \

0 0.696469 0.286139 0.226851 0.551315 0.719469 0.423106 0.980764

7 8 9 10 11 12 13 \

0 0.68483 0.480932 0.392118 0.343178 0.72905 0.438572 0.059678

14 15

0 0.398044 0.737995

Traceback (most recent call last):

File "script.py", line 9, in <module>

knn = knc(6)

NameError: name 'knc' is not defined

Traceback (most recent call last):

File "script.py", line 12, in <module>

print(knc.fit(X, y))

TypeError: fit() missing 1 required positional argument: 'y'

Traceback (most recent call last):

File "script.py", line 12, in <module>

(knc.fit(X, y))

TypeError: fit() missing 1 required positional argument: 'y'

<script.py> output:

Traceback (most recent call last):

File "script.py", line 13, in <module>

(knc.fit(X, y))

TypeError: fit() missing 1 required positional argument: 'y'

<script.py> output:

KNeighborsClassifier(algorithm='auto', leaf\_size=30, metric='minkowski',

metric\_params=None, n\_jobs=1, n\_neighbors=6, p=2,

weights='uniform')

Traceback (most recent call last):

File "script.py", line 15, in <module>

y\_pred = knc.predict(X)

TypeError: predict() missing 1 required positional argument: 'X'

<script.py> output:

KNeighborsClassifier(algorithm='auto', leaf\_size=30, metric='minkowski',

metric\_params=None, n\_jobs=1, n\_neighbors=6, p=2,

weights='uniform')

Traceback (most recent call last):

File "script.py", line 18, in <module>

new\_prediction = knc.predict(X\_new)

TypeError: predict() missing 1 required positional argument: 'X'

<script.py> output:

KNeighborsClassifier(algorithm='auto', leaf\_size=30, metric='minkowski',

metric\_params=None, n\_jobs=1, n\_neighbors=6, p=2,

weights='uniform')

Prediction: ['democrat']

In [2]:

+70 XP

Great work! Did your model predict 'democrat' or 'republican'? How sure can you be of its predictions? In other words, how can you measure its performance? This is what you will learn in the next video.

**Exercise**

**Exercise**

**The digits recognition dataset**

Up until now, you have been performing binary classification, since the target variable had two possible outcomes. Hugo, however, got to perform multi-class classification in the videos, where the target variable could take on three possible outcomes. Why does he get to have all the fun?! In the following exercises, you'll be working with the [**MNIST**](http://yann.lecun.com/exdb/mnist/) digits recognition dataset, which has 10 classes, the digits 0 through 9! A reduced version of the MNIST dataset is one of scikit-learn's included datasets, and that is the one we will use in this exercise.

Each sample in this scikit-learn dataset is an 8x8 image representing a handwritten digit. Each pixel is represented by an integer in the range 0 to 16, indicating varying levels of black. Recall that scikit-learn's built-in datasets are of type Bunch, which are dictionary-like objects. Helpfully for the MNIST dataset, scikit-learn provides an 'images' key in addition to the 'data' and 'target' keys that you have seen with the Iris data. Because it is a 2D array of the images corresponding to each sample, this 'images' key is useful for visualizing the images, as you'll see in this exercise (for more on plotting 2D arrays, see [**Chapter 2**](https://www.datacamp.com/courses/introduction-to-data-visualization-with-python) of DataCamp's course on Data Visualization with Python). On the other hand, the 'data' key contains the feature array - that is, the images as a flattened array of 64 pixels.

Notice that you can access the keys of these Bunch objects in two different ways: By using the . notation, as in digits.images, or the [] notation, as in digits['images'].

For more on the MNIST data, check out [**this exercise**](https://campus.datacamp.com/courses/importing-data-in-python-part-1/introduction-and-flat-files-1?ex=10) in Part 1 of DataCamp's Importing Data in Python course. There, the full version of the MNIST dataset is used, in which the images are 28x28. It is a famous dataset in machine learning and computer vision, and frequently used as a benchmark to evaluate the performance of a new model.

**Instructions**

**100 XP**

* Import datasets from sklearn and matplotlib.pyplot as plt.
* Load the digits dataset using the .load\_digits() method on datasets.
* Print the keys and DESCR of digits.
* Print the shape of images and data keys using the . notation.
* Display the 1011th image using plt.imshow(). This has been done for you, so hit 'Submit Answer' to see which handwritten digit this happens to be!

[**Take Hint (-30 XP)**](javascript:void(0))

# Import necessary modules

from sklearn import datasets

import matplotlib.pyplot as plt

# Load the digits dataset: digits

digits = datasets.load\_digits()

# Print the keys and DESCR of the dataset

print(digits.keys())

print(digits.DESCR)

# Print the shape of the images and data keys

print(digits.images.shape)

print(digits.data.shape)

# Display digit 1010

plt.imshow(digits.images[1010], cmap=plt.cm.gray\_r, interpolation='nearest')

plt.show()

![](data:image/png;base64,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)

<script.py> output:

<built-in method keys of Bunch object at 0x7efd5e8485c8>

Optical Recognition of Handwritten Digits Data Set

===================================================

Notes

-----

Data Set Characteristics:

:Number of Instances: 5620

:Number of Attributes: 64

:Attribute Information: 8x8 image of integer pixels in the range 0..16.

:Missing Attribute Values: None

:Creator: E. Alpaydin (alpaydin '@' boun.edu.tr)

:Date: July; 1998

This is a copy of the test set of the UCI ML hand-written digits datasets

http://archive.ics.uci.edu/ml/datasets/Optical+Recognition+of+Handwritten+Digits

The data set contains images of hand-written digits: 10 classes where

each class refers to a digit.

Preprocessing programs made available by NIST were used to extract

normalized bitmaps of handwritten digits from a preprinted form. From a

total of 43 people, 30 contributed to the training set and different 13

to the test set. 32x32 bitmaps are divided into nonoverlapping blocks of

4x4 and the number of on pixels are counted in each block. This generates

an input matrix of 8x8 where each element is an integer in the range

0..16. This reduces dimensionality and gives invariance to small

distortions.

For info on NIST preprocessing routines, see M. D. Garris, J. L. Blue, G.

T. Candela, D. L. Dimmick, J. Geist, P. J. Grother, S. A. Janet, and C.

L. Wilson, NIST Form-Based Handprint Recognition System, NISTIR 5469,

1994.
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**Incorrect Submission**

Did you correctly print the keys of digits? using digits.keys()?

+100 XP

Good job! It looks like the image in question corresponds to the digit '5'. Now, can you build a classifier that can make this prediction not only for this image, but for all the other ones in the dataset? You'll do so in the next exercise!

**Exercise**

**Exercise**

**Train/Test Split + Fit/Predict/Accuracy**

Now that you have learned about the importance of splitting your data into training and test sets, it's time to practice doing this on the digits dataset! After creating arrays for the features and target variable, you will split them into training and test sets, fit a k-NN classifier to the training data, and then compute its accuracy using the .score() method.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import KNeighborsClassifier from sklearn.neighbors and train\_test\_split from sklearn.model\_selection.
* Create an array for the features using digits.data and an array for the target using digits.target.
* Create stratified training and test sets using 0.2 for the size of the test set. Use a random state of 42. Stratify the split according to the labels so that they are distributed in the training and test sets as they are in the original dataset.
* Create a k-NN classifier with 7 neighbors and fit it to the training data.
* Compute and print the accuracy of the classifier's predictions using the .score() method.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import necessary modules

from sklearn.neighbors import KNeighborsClassifier as knc

from sklearn.model\_selection import train\_test\_split as tts

# Create feature and target arrays

X, y = digits.data, digits.target

# Split into training and test set

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size = 0.2, random\_state=42, stratify=y)

# Create a k-NN classifier with 7 neighbors: knn

knn = knc(n\_neighbors=7)

# Fit the classifier to the training data

knn.fit(X\_train, y\_train)

# Print the accuracy

print(knn.score(X\_test, y\_test))

**Incorrect Submission**

Have you specified the arguments for knn.fit() using the right syntax?

Traceback (most recent call last):

File "script.py", line 15, in <module>

knn.fit(X\_train)

TypeError: fit() missing 1 required positional argument: 'y'

<script.py> output:

0.9833333333333333

In [1]:

+100 XP

Excellent work! Incredibly, this out of the box k-NN classifier with 7 neighbors has learned from the training data and predicted the labels of the images in the test set with 98% accuracy, and it did so in less than a second! This is one illustration of how incredibly useful machine learning techniques can be.

**Exercise**

**Exercise**

**Overfitting and underfitting**

Remember the model complexity curve that Hugo showed in the video? You will now construct such a curve for the digits dataset! In this exercise, you will compute and plot the training and testing accuracy scores for a variety of different neighbor values. By observing how the accuracy scores differ for the training and testing sets with different values of k, you will develop your intuition for overfitting and underfitting.

The training and testing sets are available to you in the workspace as X\_train, X\_test, y\_train, y\_test. In addition, KNeighborsClassifier has been imported from sklearn.neighbors.

**Instructions**

**100 XP**

* Inside the for loop:
  + Setup a k-NN classifier with the number of neighbors equal to k.
  + Fit the classifier with k neighbors to the training data.
  + Compute accuracy scores the training set and test set separately using the .score() method and assign the results to the train\_accuracy and test\_accuracy arrays respectively.

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Check the first for loop. Did you correctly specify the body? Did you call KNeighborsClassifier()?

knc = KNeighborsClassifier

# Setup arrays to store train and test accuracies

neighbors = np.arange(1, 9)

train\_accuracy = np.empty(len(neighbors))

test\_accuracy = np.empty(len(neighbors))

# Loop over different values of k

for i, k in enumerate(neighbors):

# Setup a k-NN Classifier with k neighbors: knn

knn = KNeighborsClassifier(k)

# Fit the classifier to the training data

knn.fit(X\_train, y\_train)

#Compute accuracy on the training set

train\_accuracy[i] = knn.score(X\_train, y\_train)

#Compute accuracy on the testing set

test\_accuracy[i] = knn.score(X\_test, y\_test)

# Generate plot

plt.title('k-NN: Varying Number of Neighbors')

plt.plot(neighbors, test\_accuracy, label = 'Testing Accuracy')

plt.plot(neighbors, train\_accuracy, label = 'Training Accuracy')

plt.legend()

plt.xlabel('Number of Neighbors')

plt.ylabel('Accuracy')

plt.show()

+100 XP

Great work! It looks like the test accuracy is highest when using 3 and 5 neighbors. Using 8 neighbors or more seems to result in a simple model that underfits the data. Now that you've grasped the fundamentals of classification, you will learn about regression in the next chapter!
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**Which of the following is a regression problem?**

Andy introduced regression to you using the Boston housing dataset. But regression models can be used in a variety of contexts to solve a variety of different problems.

Given below are four example applications of machine learning. Your job is to pick the one that is *best* framed as a **regression** problem.

**Answer the question**

**50 XP**

**Possible Answers**

An e-commerce company using labeled customer data to predict whether or not a customer will purchase a particular item.

press1

A healthcare company using data about cancer tumors (such as their geometric measurements) to predict whether a new tumor is benign or malignant.

press2

A restaurant using review data to ascribe positive or negative sentiment to a given review.

press3

A bike share company using time and weather data to predict the number of bikes being rented at any given hour.

press4

Submit Answer

Take Hint (-15xp)

**Incorrect Submission**

Incorrect. There are only two outcomes here: Either the customer will purchase the item, or they will not. This is a classification task.

+50 XP

Great work! The target variable here - the number of bike rentals at any given hour - is quantitative, so this is best framed as a regression problem.

**Exercise**

**Exercise**

**Importing data for supervised learning**

In this chapter, you will work with [**Gapminder**](https://www.gapminder.org/data/) data that we have consolidated into one CSV file available in the workspace as 'gapminder.csv'. Specifically, your goal will be to use this data to predict the life expectancy in a given country based on features such as the country's GDP, fertility rate, and population. As in Chapter 1, the dataset has been preprocessed.

Since the target variable here is quantitative, this is a regression problem. To begin, you will fit a linear regression with just one feature: 'fertility', which is the average number of children a woman in a given country gives birth to. In later exercises, you will use all the features to build regression models.

Before that, however, you need to import the data and get it into the form needed by scikit-learn. This involves creating feature and target variable arrays. Furthermore, since you are going to use only one feature to begin with, you need to do some reshaping using NumPy's .reshape() method. Don't worry too much about this reshaping right now, but it is something you will have to do occasionally when working with scikit-learn so it is useful to practice.

**Instructions**

**100 XP**

* Import numpy and pandas as their standard aliases.
* Read the file 'gapminder.csv' into a DataFrame df using the read\_csv() function.
* Create array X for the 'fertility' feature and array y for the 'life' target variable.
* Reshape the arrays by using the .reshape() method and passing in -1 and 1.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import numpy and pandas

import numpy as np

import pandas as pd

# Read the CSV file into a DataFrame: df

df = pd.read\_csv('gapminder.csv')

# Create arrays for features and target variable

y, X = df.life, df.fertility

# Print the dimensions of X and y before reshaping

print("Dimensions of y before reshaping: {}".format(y.shape))

print("Dimensions of X before reshaping: {}".format(X.shape))

# Reshape X and y

y = \_\_\_\_

X = \_\_\_\_

# Print the dimensions of X and y after reshaping

print("Dimensions of y after reshaping: {}".format(y.shape))

print("Dimensions of X after reshaping: {}".format(X.shape))

**Incorrect Submission**

Did you correctly create the array y?

Did you define the pandas DataFrame df without errors?

+70 XP

Great work! Notice the differences in shape before and after applying the .reshape() method. Getting the feature and target variable arrays into the right format for scikit-learn is an important precursor to model building.

# Import numpy and pandas

import numpy as np

import pandas as pd

# Read the CSV file into a DataFrame: df

df = pd.read\_csv('gapminder.csv')

# Create arrays for features and target variable

y = df.life.values

X = df.fertility.values

# Print the dimensions of X and y before reshaping

print("Dimensions of y before reshaping: {}".format(y.shape))

print("Dimensions of X before reshaping: {}".format(X.shape))

# Reshape X and y

y.shape, X.shape = (-1, 1), (-1, 1)

# Print the dimensions of X and y after reshaping

print("Dimensions of y after reshaping: {}".format(y.shape))

print("Dimensions of X after reshaping: {}".format(X.shape))

<script.py> output:

Dimensions of y before reshaping: (139,)

Dimensions of X before reshaping: (139,)

Dimensions of y after reshaping: (139, 1)

Dimensions of X after reshaping: (139, 1)

In [1]: y.shape = (-1, 1)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

y.shape = (-1, 1)

NameError: name 'y' is not defined

In [2]: # Import numpy and pandas

import numpy as np

import pandas as pd

# Read the CSV file into a DataFrame: df

df = pd.read\_csv('gapminder.csv')

# Create arrays for features and target variable

y = df.life.values

X = df.fertility.values

# Print the dimensions of X and y before reshaping

print("Dimensions of y before reshaping: {}".format(y.shape))

print("Dimensions of X before reshaping: {}".format(X.shape))

# Reshape X and y

y = y.reshape(-1, 1)

X = X.reshape(-1, 1)

# Print the dimensions of X and y after reshaping

print("Dimensions of y after reshaping: {}".format(y.shape))

print("Dimensions of X after reshaping: {}".format(X.shape))

Dimensions of y before reshaping: (139,)

Dimensions of X before reshaping: (139,)

Dimensions of y after reshaping: (139, 1)

Dimensions of X after reshaping: (139, 1)

In [3]: y.shape = (-1, 1)

<script.py> output:

Dimensions of y before reshaping: (139,)

Dimensions of X before reshaping: (139,)

Dimensions of y after reshaping: (139, 1)

Dimensions of X after reshaping: (139, 1)

In [4]: y.shape

Out[4]: (139, 1)

In [5]:

**Exercise**

**Exercise**

**Exploring the Gapminder data**

As always, it is important to explore your data before building models. On the right, we have constructed a heatmap showing the correlation between the different features of the Gapminder dataset, which has been pre-loaded into a DataFrame as df and is available for exploration in the IPython Shell. Cells that are in green show positive correlation, while cells that are in red show negative correlation. Take a moment to explore this: Which features are positively correlated with life, and which ones are negatively correlated? Does this match your intuition?

Then, in the IPython Shell, explore the DataFrame using pandas methods such as .info(), .describe(), .head().

In case you are curious, the heatmap was generated using [**Seaborn's heatmap function**](http://seaborn.pydata.org/generated/seaborn.heatmap.html) and the following line of code, where df.corr() computes the pairwise correlation between columns:

sns.heatmap(df.corr(), square=True, cmap='RdYlGn')

Once you have a feel for the data, consider the statements below and select the one that is **not** true. After this, Hugo will explain the mechanics of linear regression in the next video and you will be on your way building regression models!

**Instructions**

**50 XP**

**Possible Answers**

* ![](data:image/x-wmf;base64,183GmgAAAAAAAB4AGgB4AAAAAABtVwEACQAAA0oCAAABAJ8BAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhoAHgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABoAHgAAAAAABAAAAC0BAAAJAAAAHQYhAPAAGgAMAAAAEgAFAAAACwIAAAAABQAAAAwCGgAeAAUAAAABAv///wAFAAAALgEAAAAABQAAAAIBAQAAAAQAAAAtAQAACQAAAB0GIQDwABAAEAAFAAEAQwAAAEAJxgCIAAAAAAAQABAABQABACgAAAAQAAAAEAAAAAEAAQAAAAAAQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA////AP//AAD4HwAA8A8AAOAHAADAAwAAgAEAAIABAACAAQAAgAEAAIABAACAAQAAwAMAAOAHAADwDwAA+B8AAP//AACfAQAAQAmGAO4AAAAAABAAEAAFAAEAKAAAABAAAAAQAAAAAQAYAAAAAAAAAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////////////////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////+Pj4+Pj4+Pj4+Pj4////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoOPj4+Pj4////////////////+Pj4+Pj4////wAAAAAAAAAAAAAAAAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAAAAAAAAAKCgoKCgoGlpaf///////////////////////////////+Pj4////////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoKCgoGlpaf///////////////////////////////+Pj4////////wAAAAAAAAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAAAAAAAAAAAAAAAAAKCgoGlpaWlpaf///////////////2lpaWlpaaCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoGlpaWlpaWlpaWlpaaCgoKCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoKCgoKCgoKCgoKCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAQAAAAnAf//AwAAAAAA)

The DataFrame has 139 samples (or rows) and 9 columns.
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life and fertility are negatively correlated.
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The mean of life is 69.602878.
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fertility is of type int64.
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GDP and life are positively correlated.

Submit Answer

[**Take Hint (-15 XP)**](javascript:void(0))

In [1]: life

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

life

NameError: name 'life' is not defined

In [2]: life

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

life

NameError: name 'life' is not defined

In [3]: mean(life)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

mean(life)

NameError: name 'mean' is not defined

In [4]: np

Out[4]: <module 'numpy' from '/usr/local/lib/python3.6/dist-packages/numpy/\_\_init\_\_.py'>

In [5]: np.mean(df.life.values)

Out[5]: 69.60287769784172

In [6]: df.fertility.values.dtype

Out[6]: dtype('float64')

In [7]:

+50 XP

Good job! As seen by using df.info(), fertility, along with all the other columns, is of type float64, **not** int64.

**Exercise**

**Exercise**

**Fit & predict for regression**

Now, you will fit a linear regression and predict life expectancy using just one feature. You saw Andy do this earlier using the 'RM' feature of the Boston housing dataset. In this exercise, you will use the 'fertility' feature of the Gapminder dataset. Since the goal is to predict life expectancy, the target variable here is 'life'. The array for the target variable has been pre-loaded as y and the array for 'fertility' has been pre-loaded as X\_fertility.

A scatter plot with 'fertility' on the x-axis and 'life' on the y-axis has been generated. As you can see, there is a strongly negative correlation, so a linear regression should be able to capture this trend. Your job is to fit a linear regression and then predict the life expectancy, overlaying these predicted values on the plot to generate a regression line. You will also compute and print the R2R2 score using sckit-learn's .score() method.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import LinearRegression from sklearn.linear\_model.
* Create a LinearRegression regressor called reg.
* Set up the prediction space to range from the minimum to the maximum of X\_fertility. This has been done for you.
* Fit the regressor to the data (X\_fertility and y) and compute its predictions using the .predict() method and the prediction\_space array.
* Compute and print the R2R2 score using the .score() method.
* Overlay the plot with your linear regression line. This has been done for you, so hit 'Submit Answer' to see the result!

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Have you used print(reg.score(X\_fertility, y)) to do the appropriate printouts?

Traceback (most recent call last):

File "script.py", line 17, in <module>

print(reg.score(y, y\_pred))

File "script.py", line 387, in score

multioutput='variance\_weighted')

File "script.py", line 530, in r2\_score

y\_true, y\_pred, multioutput)

File "script.py", line 75, in \_check\_reg\_targets

check\_consistent\_length(y\_true, y\_pred)

File "script.py", line 204, in check\_consistent\_length

" samples: %r" % [int(l) for l in lengths])

ValueError: Found input variables with inconsistent numbers of samples: [50, 139]

<script.py> output:

0.6192442167740035

In [1]:

![](data:image/png;base64,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)
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Fantastic! Notice how the line captures the underlying trend in the data. And the performance is quite decent for this basic regression model with only one feature!

**Exercise**

**Exercise**

**Train/test split for regression**

As you learned in Chapter 1, train and test sets are vital to ensure that your supervised learning model is able to generalize well to new data. This was true for classification models, and is equally true for linear regression models.

In this exercise, you will split the Gapminder dataset into training and testing sets, and then fit and predict a linear regression over **all** features. In addition to computing the R2R2 score, you will also compute the Root Mean Squared Error (RMSE), which is another commonly used metric to evaluate regression models. The feature array X and target variable array y have been pre-loaded for you from the DataFrame df.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import LinearRegression from sklearn.linear\_model, mean\_squared\_error from sklearn.metrics, and train\_test\_split from sklearn.model\_selection.
* Using X and y, create training and test sets such that 30% is used for testing and 70% for training. Use a random state of 42.
* Create a linear regression regressor called reg\_all, fit it to the training set, and evaluate it on the test set.
* Compute and print the R2R2 score using the .score() method on the test set.
* Compute and print the RMSE. To do this, first compute the Mean Squared Error using the mean\_squared\_error() function with the arguments y\_test and y\_pred, and then take its square root using np.sqrt().

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Check your call of train\_test\_split(). Did you correctly specify the argument random\_state? Expected 42, but got 0.7.

Check your call of reg\_all.fit(). Did you correctly specify the first argument? Expected something different.

# Import necessary modules

from sklearn.linear\_model import LinearRegression

from sklearn.metrics import mean\_squared\_error

from sklearn.model\_selection import train\_test\_split

# Create training and test sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = .3, random\_state=42)

# Create the regressor: reg\_all

reg\_all = LinearRegression()

# Fit the regressor to the training data

reg\_all.fit(X\_train, y\_train)

# Predict on the test data: y\_pred

y\_pred = reg\_all.predict(X\_test)

# Compute and print R^2 and RMSE

print("R^2: {}".format(reg\_all.score(X\_test, y\_test)))

rmse = np.sqrt(mean\_squared\_error(y\_test, y\_pred))

print("Root Mean Squared Error: {}".format(rmse))

Traceback (most recent call last):

File "script.py", line 7, in <module>

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = .3, random\_state=.7)

File "script.py", line 2056, in train\_test\_split

train, test = next(cv.split(X=arrays[0], y=stratify))

File "script.py", line 1204, in split

for train, test in self.\_iter\_indices(X, y, groups):

File "script.py", line 1305, in \_iter\_indices

rng = check\_random\_state(self.random\_state)

File "script.py", line 635, in check\_random\_state

' instance' % seed)

ValueError: 0.7 cannot be used to seed a numpy.random.RandomState instance

<script.py> output:

R^2: 0.8816244121829089

Root Mean Squared Error: 2.776508981964029

<script.py> output:

R^2: 0.838046873142936

Root Mean Squared Error: 3.2476010800377213

In [1]:
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Excellent! Using all features has improved the model score. This makes sense, as the model has more information to learn from. However, there is one potential pitfall to this process. Can you spot it? You'll learn about this as well how to better validate your models in the next video!

**Exercise**

**Exercise**

**5-fold cross-validation**

Cross-validation is a vital step in evaluating a model. It maximizes the amount of data that is used to train the model, as during the course of training, the model is not only trained, but also tested on all of the available data.

In this exercise, you will practice 5-fold cross validation on the Gapminder data. By default, scikit-learn's cross\_val\_score() function uses R2R2 as the metric of choice for regression. Since you are performing 5-fold cross-validation, the function will return 5 scores. Your job is to compute these 5 scores and then take their average.

The DataFrame has been loaded as df and split into the feature/target variable arrays X and y. The modules pandas and numpy have been imported as pd and np, respectively.

**Instructions**

**100 XP**

* Import LinearRegression from sklearn.linear\_model and cross\_val\_score from sklearn.model\_selection.
* Create a linear regression regressor called reg.
* Use the cross\_val\_score() function to perform 5-fold cross-validation on X and y.
* Compute and print the average cross-validation score. You can use NumPy's mean() function to compute the average.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import the necessary modules

from sklearn.linear\_model import LinearRegression as lr

from sklearn.model\_selection import cross\_val\_score as cvs

# Create a linear regression object: reg

reg = lr()

# Compute 5-fold cross-validation scores: cv\_scores

cv\_scores = cvs(reg, X, y, cv=5)

# Print the 5-fold cross-validation scores

print(cv\_scores)

print("Average 5-Fold CV Score: {}".format(np.mean(cv\_scores)))

**Incorrect Submission**

Your code can not be executed due to a syntax error:  
invalid syntax (script.py, line 3).

Check your call of cvs(). Did you correctly specify the first argument? Expected reg, but got X.

Have you specified the arguments for cvs() using the right syntax?

Did you define the variable cv\_scores without errors?

# Import the necessary modules

from sklearn.linear\_model import LinearRegression as lr

from sklearn.model\_selection import cross\_val\_score as cvs

# Create a linear regression object: reg

reg = lr()

# Compute 5-fold cross-validation scores: cv\_scores

cv\_scores = cvs(reg, X, y, cv=5)

# Print the 5-fold cross-validation scores

print(cv\_scores)

print("Average 5-Fold CV Score: {}".format(np.mean(cv\_scores)))

**Hint**

* Use the command from y import x to import x from y.
* Use the LinearRegression() function to create the regressor.
* Inside cross\_val\_score(), specify the arguments reg, X, y, and cv=5.
* Pass cv\_scores to the first function, and np.mean(cv\_scores) to the format() function of the second print() function.

In [1]: np

Out[1]: <module 'numpy' from '/usr/local/lib/python3.6/dist-packages/numpy/\_\_init\_\_.py'>

File "script.py", line 3

\_from sklearn.model\_selection import cross\_val\_score as cvs

^

SyntaxError: invalid syntax

Traceback (most recent call last):

File "script.py", line 9, in <module>

cv\_scores = cvs(X, y)

File "script.py", line 335, in cross\_val\_score

scorer = check\_scoring(estimator, scoring=scoring)

File "script.py", line 274, in check\_scoring

"'fit' method, %r was passed" % estimator)

TypeError: estimator should be an estimator implementing 'fit' method, array([[3.4811059e+07, 2.7300000e+00, 1.0000000e-01, ..., 1.2314000e+04,

1.2990490e+02, 2.9500000e+01],

[1.9842251e+07, 6.4300000e+00, 2.0000000e+00, ..., 7.1030000e+03,

1.3012470e+02, 1.9200000e+02],

[4.0381860e+07, 2.2400000e+00, 5.0000000e-01, ..., 1.4646000e+04,

1.1889150e+02, 1.5400000e+01],

...,

[8.6589342e+07, 1.8600000e+00, 4.0000000e-01, ..., 4.0850000e+03,

1.2193670e+02, 2.6200000e+01],

[1.3114579e+07, 5.8800000e+00, 1.3600000e+01, ..., 3.0390000e+03,

1.3244930e+02, 9.4900000e+01],

[1.3495462e+07, 3.8500000e+00, 1.5100000e+01, ..., 1.2860000e+03,

1.3197450e+02, 9.8300000e+01]]) was passed

Traceback (most recent call last):

File "script.py", line 9, in <module>

cv\_scores = cvs(reg)

TypeError: cross\_val\_score() missing 1 required positional argument: 'X'

Traceback (most recent call last):

File "script.py", line 9, in <module>

cv\_scores = cvs(reg, X, y, cv=5)

File "script.py", line 342, in cross\_val\_score

pre\_dispatch=pre\_dispatch)

File "script.py", line 206, in cross\_validate

for train, test in cv.split(X, y, groups))

File "script.py", line 779, in \_\_call\_\_

while self.dispatch\_one\_batch(iterator):

File "script.py", line 625, in dispatch\_one\_batch

self.\_dispatch(tasks)

File "script.py", line 588, in \_dispatch

job = self.\_backend.apply\_async(batch, callback=cb)

File "script.py", line 111, in apply\_async

result = ImmediateResult(func)

File "script.py", line 332, in \_\_init\_\_

self.results = batch()

File "script.py", line 131, in \_\_call\_\_

return [func(\*args, \*\*kwargs) for func, args, kwargs in self.items]

File "script.py", line 131, in <listcomp>

return [func(\*args, \*\*kwargs) for func, args, kwargs in self.items]

File "script.py", line 458, in \_fit\_and\_score

estimator.fit(X\_train, y\_train, \*\*fit\_params)

File "script.py", line 489, in fit

copy=self.copy\_X, sample\_weight=sample\_weight)

File "script.py", line 171, in \_preprocess\_data

if fit\_intercept:

ValueError: The truth value of an array with more than one element is ambiguous. Use a.any() or a.all()

Traceback (most recent call last):

File "script.py", line 9, in <module>

cv\_scores = cvs(reg, X, y, cv=5)

File "script.py", line 342, in cross\_val\_score

pre\_dispatch=pre\_dispatch)

File "script.py", line 206, in cross\_validate

for train, test in cv.split(X, y, groups))

File "script.py", line 779, in \_\_call\_\_

while self.dispatch\_one\_batch(iterator):

File "script.py", line 625, in dispatch\_one\_batch

self.\_dispatch(tasks)

File "script.py", line 588, in \_dispatch

job = self.\_backend.apply\_async(batch, callback=cb)

File "script.py", line 111, in apply\_async

result = ImmediateResult(func)

File "script.py", line 332, in \_\_init\_\_

self.results = batch()

File "script.py", line 131, in \_\_call\_\_

return [func(\*args, \*\*kwargs) for func, args, kwargs in self.items]

File "script.py", line 131, in <listcomp>

return [func(\*args, \*\*kwargs) for func, args, kwargs in self.items]

File "script.py", line 458, in \_fit\_and\_score

estimator.fit(X\_train, y\_train, \*\*fit\_params)

File "script.py", line 489, in fit

copy=self.copy\_X, sample\_weight=sample\_weight)

File "script.py", line 171, in \_preprocess\_data

if fit\_intercept:

ValueError: The truth value of an array with more than one element is ambiguous. Use a.any() or a.all()

Traceback (most recent call last):

File "script.py", line 9, in <module>

cv\_scores = LinearRegression(reg, X, y, cv=5)

TypeError: \_\_init\_\_() got an unexpected keyword argument 'cv'

Traceback (most recent call last):

File "script.py", line 9, in <module>

cv\_scores = cross\_val\_score(reg, X, y, cv=5)

File "script.py", line 342, in cross\_val\_score

pre\_dispatch=pre\_dispatch)

File "script.py", line 206, in cross\_validate

for train, test in cv.split(X, y, groups))

File "script.py", line 779, in \_\_call\_\_

while self.dispatch\_one\_batch(iterator):

File "script.py", line 625, in dispatch\_one\_batch

self.\_dispatch(tasks)

File "script.py", line 588, in \_dispatch

job = self.\_backend.apply\_async(batch, callback=cb)

File "script.py", line 111, in apply\_async

result = ImmediateResult(func)

File "script.py", line 332, in \_\_init\_\_

self.results = batch()

File "script.py", line 131, in \_\_call\_\_

return [func(\*args, \*\*kwargs) for func, args, kwargs in self.items]

File "script.py", line 131, in <listcomp>

return [func(\*args, \*\*kwargs) for func, args, kwargs in self.items]

File "script.py", line 458, in \_fit\_and\_score

estimator.fit(X\_train, y\_train, \*\*fit\_params)

File "script.py", line 489, in fit

copy=self.copy\_X, sample\_weight=sample\_weight)

File "script.py", line 171, in \_preprocess\_data

if fit\_intercept:

ValueError: The truth value of an array with more than one element is ambiguous. Use a.any() or a.all()

Traceback (most recent call last):

File "script.py", line 9, in <module>

cv\_scores = cvs(reg, X, y, 5)

File "script.py", line 342, in cross\_val\_score

pre\_dispatch=pre\_dispatch)

File "script.py", line 192, in cross\_validate

X, y, groups = indexable(X, y, groups)

File "script.py", line 229, in indexable

check\_consistent\_length(\*result)

File "script.py", line 200, in check\_consistent\_length

lengths = [\_num\_samples(X) for X in arrays if X is not None]

File "script.py", line 200, in <listcomp>

lengths = [\_num\_samples(X) for X in arrays if X is not None]

File "script.py", line 119, in \_num\_samples

" a valid collection." % x)

TypeError: Singleton array array(5) cannot be considered a valid collection.

<script.py> output:

[0.81720569 0.82917058 0.90214134 0.80633989 0.94495637]

Average 5-Fold CV Score: 0.8599627722793232

In [2]:

+70 XP

Great work! Now that you have cross-validated your model, you can more confidently evaluate its predictions.

**Exercise**

**Exercise**

**K-Fold CV comparison**

Cross validation is essential but do not forget that the more folds you use, the more computationally expensive cross-validation becomes. In this exercise, you will explore this for yourself. Your job is to perform 3-fold cross-validation and then 10-fold cross-validation on the Gapminder dataset.

In the IPython Shell, you can use %timeit to see how long each 3-fold CV takes compared to 10-fold CV by executing the following cv=3 and cv=10:

%timeit cross\_val\_score(reg, X, y, cv = \_\_\_\_)

pandas and numpy are available in the workspace as pd and np. The DataFrame has been loaded as df and the feature/target variable arrays X and y have been created.

**Instructions**

**100 XP**

* Import LinearRegression from sklearn.linear\_model and cross\_val\_score from sklearn.model\_selection.
* Create a linear regression regressor called reg.
* Perform 3-fold CV and then 10-fold CV. Compare the resulting mean scores.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import necessary modules

from sklearn.linear\_model import LinearRegression as lr

from sklearn.model\_selection import cross\_val\_score as cvs

# Create a linear regression object: reg

reg = lr()

# Perform 3-fold CV

cvscores\_3 = cvs(reg, X, y, cv=3)

print(np.mean(cvscores\_3))

# Perform 10-fold CV

cvscores\_10 = cvs(reg, X, y, cv=10)

print(np.mean(cvscores\_10))

<script.py> output:

0.8718712782622108

0.8436128620131201

In [1]:

+100 XP

Excellent! Did you use %timeit in the IPython Shell to see how much longer it takes 10-fold cross-validation to run compared to 3-fold cross-validation?

**Exercise**

**Exercise**

**Regularization I: Lasso**

In the video, you saw how Lasso selected out the 'RM' feature as being the most important for predicting Boston house prices, while shrinking the coefficients of certain other features to 0. Its ability to perform feature selection in this way becomes even more useful when you are dealing with data involving thousands of features.

In this exercise, you will fit a lasso regression to the Gapminder data you have been working with and plot the coefficients. Just as with the Boston data, you will find that the coefficients of some features are shrunk to 0, with only the most important ones remaining.

The feature and target variable arrays have been pre-loaded as X and y.

**Instructions**

**100 XP**

* Import Lasso from sklearn.linear\_model.
* Instantiate a Lasso regressor with an alpha of 0.4 and specify normalize=True.
* Fit the regressor to the data and compute the coefficients using the coef\_ attribute.
* Plot the coefficients on the y-axis and column names on the x-axis. This has been done for you, so hit 'Submit Answer' to view the plot!

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Did you define the variable lasso\_coef without errors?

# Import Lasso

from sklearn.linear\_model import Lasso

# Instantiate a lasso regressor: lasso

lasso = Lasso(alpha=0.4, normalize=1)

# Fit the regressor to the data

lasso.fit(X, y)

# Compute and print the coefficients

lasso\_coef = lasso.coef\_

print(lasso\_coef)

# Plot the coefficients

plt.plot(range(len(df\_columns)), lasso\_coef)

plt.xticks(range(len(df\_columns)), df\_columns.values, rotation=60)

plt.margins(0.02)

plt.show()

Traceback (most recent call last):

File "script.py", line 11, in <module>

lasso\_coef = \_\_\_\_

NameError: name '\_\_\_\_' is not defined

<script.py> output:

[-0. -0. -0. 0. 0. 0.

-0. -0.07087587]

In [1]:
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+100 XP

Great work! According to the lasso algorithm, it seems like 'child\_mortality' is the most important feature when predicting life expectancy.

**Exercise**

**Exercise**

**Regularization II: Ridge**

Lasso is great for feature selection, but when building regression models, Ridge regression should be your first choice.

Recall that lasso performs regularization by adding to the loss function a penalty term of the *absolute* value of each coefficient multiplied by some alpha. This is also known as L1L1 regularization because the regularization term is the L1L1 norm of the coefficients. This is not the only way to regularize, however.

If instead you took the sum of the *squared* values of the coefficients multiplied by some alpha - like in Ridge regression - you would be computing the L2L2 norm. In this exercise, you will practice fitting ridge regression models over a range of different alphas, and plot cross-validated R2R2 scores for each, using this function that we have defined for you, which plots the R2R2 score as well as standard error for each alpha:

def display\_plot(cv\_scores, cv\_scores\_std):

fig = plt.figure()

ax = fig.add\_subplot(1,1,1)

ax.plot(alpha\_space, cv\_scores)

std\_error = cv\_scores\_std / np.sqrt(10)

ax.fill\_between(alpha\_space, cv\_scores + std\_error, cv\_scores - std\_error, alpha=0.2)

ax.set\_ylabel('CV Score +/- Std Error')

ax.set\_xlabel('Alpha')

ax.axhline(np.max(cv\_scores), linestyle='--', color='.5')

ax.set\_xlim([alpha\_space[0], alpha\_space[-1]])

ax.set\_xscale('log')

plt.show()

Don't worry about the specifics of the above function works. The motivation behind this exercise is for you to see how the R2R2 score varies with different alphas, and to understand the importance of selecting the right value for alpha. You'll learn how to tune alpha in the next chapter.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Instantiate a Ridge regressor and specify normalize=True.
* Inside the for loop:
  + Specify the alpha value for the regressor to use.
  + Perform 10-fold cross-validation on the regressor with the specified alpha. The data is available in the arrays X and y.
  + Append the average and the standard deviation of the computed cross-validated scores. NumPy has been pre-imported for you as np.
* Use the display\_plot() function to visualize the scores and standard deviations.

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Check your call of cross\_val\_score(). Did you correctly specify the first argument? Expected ridge, but got reg.

Traceback (most recent call last):

File "script.py", line 20, in <module>

ridge\_cv\_scores = cross\_val\_score(reg, X, y, cv=10)

NameError: name 'reg' is not defined

In [1]:

+100 XP

Great work! Notice how the cross-validation scores change with different alphas. Which alpha should you pick? How can you fine-tune your model? You'll learn all about this in the next chapter!

**Exercise**

**Exercise**

**Metrics for classification**

In Chapter 1, you evaluated the performance of your k-NN classifier based on its accuracy. However, as Andy discussed, accuracy is not always an informative metric. In this exercise, you will dive more deeply into evaluating the performance of binary classifiers by computing a confusion matrix and generating a classification report.

You may have noticed in the video that the classification report consisted of three rows, and an additional *support* column. The *support* gives the number of samples of the true response that lie in that class - so in the video example, the support was the number of Republicans or Democrats in the test set on which the classification report was computed. The *precision*, *recall*, and *f1-score* columns, then, gave the respective metrics for that particular class.

Here, you'll work with the [**PIMA Indians**](https://www.kaggle.com/uciml/pima-indians-diabetes-database) dataset obtained from the UCI Machine Learning Repository. The goal is to predict whether or not a given female patient will contract diabetes based on features such as BMI, age, and number of pregnancies. Therefore, it is a binary classification problem. A target value of 0 indicates that the patient does *not* have diabetes, while a value of 1 indicates that the patient *does* have diabetes. As in Chapters 1 and 2, the dataset has been preprocessed to deal with missing values.

The dataset has been loaded into a DataFrame df and the feature and target variable arrays X and y have been created for you. In addition, sklearn.model\_selection.train\_test\_split and sklearn.neighbors.KNeighborsClassifier have already been imported.

Your job is to train a k-NN classifier to the data and evaluate its performance by generating a confusion matrix and classification report.

**Instructions**

**100 XP**

* Import classification\_report and confusion\_matrix from sklearn.metrics.
* Create training and testing sets with 40% of the data used for testing. Use a random state of 42.
* Instantiate a k-NN classifier with 6 neighbors, fit it to the training data, and predict the labels of the test set.
* Compute and print the confusion matrix and classification report using the confusion\_matrix() and classification\_report() functions.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import necessary modules

from sklearn.metrics import classification\_report

from sklearn.metrics import confusion\_matrix

# Create training and test set

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.4, random\_state=42)

# Instantiate a k-NN classifier: knn

knn = KNeighborsClassifier(6)

# Fit the classifier to the training data

knn.fit(X\_train, y\_train)

# Predict the labels of the test data: y\_pred

y\_pred = knn.fit(X\_test)

# Generate the confusion matrix and classification report

print(classification\_report(y\_test, y\_pred))

print(confusion\_matrix(y\_test, y\_pred))

**Incorrect Submission**

Did you call knn.predict()?

Traceback (most recent call last):

File "script.py", line 15, in <module>

y\_pred = knn.fit(X\_test)

TypeError: fit() missing 1 required positional argument: 'y'

<script.py> output:

precision recall f1-score support

0 0.77 0.85 0.81 206

1 0.62 0.49 0.55 102

avg / total 0.72 0.73 0.72 308

[[176 30]

[ 52 50]]

In [1]:

+100 XP

Excellent work! By analyzing the confusion matrix and classification report, you can get a much better understanding of your classifier's performance.

classification\_report(y\_test, y\_pred)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

classification\_report(y\_test, y\_pred)

NameError: name 'classification\_report' is not defined

In [2]: # Import necessary modules

from sklearn.metrics import classification\_report, confusion\_matrix

# Create training and test set

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.4, random\_state=42)

# Instantiate a k-NN classifier: knn

knn = KNeighborsClassifier(6)

# Fit the classifier to the training data

knn.fit(X\_train, y\_train)

# Predict the labels of the test data: y\_pred

y\_pred = knn.predict(X\_test)

# Generate the confusion matrix and classification report

print(classification\_report(y\_test, y\_pred))

print(confusion\_matrix(y\_test, y\_pred))

precision recall f1-score support

0 0.77 0.85 0.81 206

1 0.62 0.49 0.55 102

avg / total 0.72 0.73 0.72 308

[[176 30]

[ 52 50]]

In [3]: classification\_report(y\_test, y\_pred)

Out[3]: ' precision recall f1-score support\n\n 0 0.77 0.85 0.81 206\n 1 0.62 0.49 0.55 102\n\navg / total 0.72 0.73 0.72 308\n'

In [4]: classification\_report(y\_pred, y\_test)

Out[4]: ' precision recall f1-score support\n\n 0 0.85 0.77 0.81 228\n 1 0.49 0.62 0.55 80\n\navg / total 0.76 0.73 0.74 308\n'

In [5]:

**Exercise**

**Exercise**

**Building a logistic regression model**

Time to build your first logistic regression model! As Hugo showed in the video, scikit-learn makes it very easy to try different models, since the Train-Test-Split/Instantiate/Fit/Predict paradigm applies to all classifiers and regressors - which are known in scikit-learn as 'estimators'. You'll see this now for yourself as you train a logistic regression model on exactly the same data as in the previous exercise. Will it outperform k-NN? There's only one way to find out!

The feature and target variable arrays X and y have been pre-loaded, and train\_test\_split has been imported for you from sklearn.model\_selection.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import:
  + LogisticRegression from sklearn.linear\_model.
  + confusion\_matrix and classification\_report from sklearn.metrics.
* Create training and test sets with 40% (or 0.4) of the data used for testing. Use a random state of 42. This has been done for you.
* Instantiate a LogisticRegression classifier called logreg.
* Fit the classifier to the training data and predict the labels of the test set.
* Compute and print the confusion matrix and classification report. This has been done for you, so hit 'Submit Answer' to see how logistic regression compares to k-NN!

[**Take Hint (-30 XP)**](javascript:void(0))

# Import the necessary modules

from sklearn.linear\_model import LogisticRegression

from sklearn.metrics import confusion\_matrix, classification\_report

# Create training and test sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.4, random\_state=42)

# Create the classifier: logreg

logreg = LogisticRegression()

# Fit the classifier to the training data

logreg.fit(X\_train, y\_train)

# Predict the labels of the test set: y\_pred

y\_pred = logreg.predict(X\_test)

# Compute and print the confusion matrix and classification report

print(confusion\_matrix(y\_test, y\_pred))

print(classification\_report(y\_test, y\_pred))

<script.py> output:

[[176 30]

[ 35 67]]

precision recall f1-score support

0 0.83 0.85 0.84 206

1 0.69 0.66 0.67 102

avg / total 0.79 0.79 0.79 308

In [1]:

+100 XP

You now know how to use logistic regression for binary classification - great work! Logistic regression is used in a variety of machine learning applications and will become a vital part of your data science toolbox.

**Plotting an ROC curve**

Great job in the previous exercise - you now have a new addition to your toolbox of classifiers!

Classification reports and confusion matrices are great methods to quantitatively evaluate model performance, while ROC curves provide a way to visually evaluate models. As Hugo demonstrated in the video, most classifiers in scikit-learn have a .predict\_proba() method which returns the probability of a given sample being in a particular class. Having built a logistic regression model, you'll now evaluate its performance by plotting an ROC curve. In doing so, you'll make use of the .predict\_proba() method and become familiar with its functionality.

Here, you'll continue working with the PIMA Indians diabetes dataset. The classifier has already been fit to the training data and is available as logreg.

**Instructions**

**100 XP**

* Import roc\_curve from sklearn.metrics.
* Using the logreg classifier, which has been fit to the training data, compute the predicted probabilities of the labels of the test set X\_test. Save the result as y\_pred\_prob.
* Use the roc\_curve() function with y\_test and y\_pred\_prob and unpack the result into the variables fpr, tpr, and thresholds.
* Plot the ROC curve with fpr on the x-axis and tpr on the y-axis.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import necessary modules

from sklearn.metrics import roc\_curve

# Compute predicted probabilities: y\_pred\_prob

y\_pred\_prob = logreg.predict\_proba(X\_test)[:,1]

# Generate ROC curve values: fpr, tpr, thresholds

fpr, tpr, thresholds = roc\_curve(y\_test, y\_pred\_prob)

# Plot ROC curve

plt.plot([0, 1], [0, 1], 'k--')

plt.plot(fpr, tpr)

plt.xlabel('False Positive Rate')

plt.ylabel('True Positive Rate')

plt.title('ROC Curve')

plt.show()

**Incorrect Submission**

Did you correctly compute the predicted probabilities using .predict\_proba()?

Traceback (most recent call last):

File "script.py", line 5, in <module>

y\_pred\_prob = logreg.predict\_proba[:,1]

TypeError: 'method' object is not subscriptable

In [1]:

+100 XP

Excellent! This ROC curve provides a nice visual way to assess your classifier's performance.

**Exercise**

**Exercise**

**Precision-recall Curve**

When looking at your ROC curve, you may have noticed that the y-axis (True positive rate) is also known as recall. Indeed, in addition to the ROC curve, there are other ways to visually evaluate model performance. One such way is the precision-recall curve, which is generated by plotting the precision and recall for different thresholds. As a reminder, precision and recall are defined as:

Precision=TPTP+FPPrecision=TPTP+FP

Recall=TPTP+FNRecall=TPTP+FN

On the right, a precision-recall curve has been generated for the diabetes dataset. The classification report and confusion matrix are displayed in the IPython Shell.

Study the precision-recall curve and then consider the statements given below. Choose the one statement that is **not** true. Note that here, the class is positive (1) if the individual *has* diabetes.

**Instructions**

**50 XP**

**Possible Answers**

* ![](data:image/x-wmf;base64,183GmgAAAAAAAB4AGgB4AAAAAABtVwEACQAAA0oCAAABAJ8BAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhoAHgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABoAHgAAAAAABAAAAC0BAAAJAAAAHQYhAPAAGgAMAAAAEgAFAAAACwIAAAAABQAAAAwCGgAeAAUAAAABAv///wAFAAAALgEAAAAABQAAAAIBAQAAAAQAAAAtAQAACQAAAB0GIQDwABAAEAAFAAEAQwAAAEAJxgCIAAAAAAAQABAABQABACgAAAAQAAAAEAAAAAEAAQAAAAAAQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA////AP//AAD4HwAA8A8AAOAHAADAAwAAgAEAAIABAACAAQAAgAEAAIABAACAAQAAwAMAAOAHAADwDwAA+B8AAP//AACfAQAAQAmGAO4AAAAAABAAEAAFAAEAKAAAABAAAAAQAAAAAQAYAAAAAAAAAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////////////////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////+Pj4+Pj4+Pj4+Pj4////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoOPj4+Pj4////////////////+Pj4+Pj4////wAAAAAAAAAAAAAAAAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAAAAAAAAAKCgoKCgoGlpaf///////////////////////////////+Pj4////////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoKCgoGlpaf///////////////////////////////+Pj4////////wAAAAAAAAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAAAAAAAAAAAAAAAAAKCgoGlpaWlpaf///////////////2lpaWlpaaCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoGlpaWlpaWlpaWlpaaCgoKCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoKCgoKCgoKCgoKCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAQAAAAnAf//AwAAAAAA)

A recall of 1 corresponds to a classifier with a low threshold in which *all* females who contract diabetes were correctly classified as such, at the expense of many misclassifications of those who did *not* have diabetes.

* ![](data:image/x-wmf;base64,183GmgAAAAAAAB4AGgB4AAAAAABtVwEACQAAA0oCAAABAJ8BAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhoAHgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABoAHgAAAAAABAAAAC0BAAAJAAAAHQYhAPAAGgAMAAAAEgAFAAAACwIAAAAABQAAAAwCGgAeAAUAAAABAv///wAFAAAALgEAAAAABQAAAAIBAQAAAAQAAAAtAQAACQAAAB0GIQDwABAAEAAFAAEAQwAAAEAJxgCIAAAAAAAQABAABQABACgAAAAQAAAAEAAAAAEAAQAAAAAAQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA////AP//AAD4HwAA8A8AAOAHAADAAwAAgAEAAIABAACAAQAAgAEAAIABAACAAQAAwAMAAOAHAADwDwAA+B8AAP//AACfAQAAQAmGAO4AAAAAABAAEAAFAAEAKAAAABAAAAAQAAAAAQAYAAAAAAAAAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////////////////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////+Pj4+Pj4+Pj4+Pj4////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoOPj4+Pj4////////////////+Pj4+Pj4////wAAAAAAAAAAAAAAAAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAAAAAAAAAKCgoKCgoGlpaf///////////////////////////////+Pj4////////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoKCgoGlpaf///////////////////////////////+Pj4////////wAAAAAAAAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAAAAAAAAAAAAAAAAAKCgoGlpaWlpaf///////////////2lpaWlpaaCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoGlpaWlpaWlpaWlpaaCgoKCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoKCgoKCgoKCgoKCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAQAAAAnAf//AwAAAAAA)

Precision is undefined for a classifier which makes *no* positive predictions, that is, classifies *everyone* as *not* having diabetes.

* ![](data:image/x-wmf;base64,183GmgAAAAAAAB4AGgB4AAAAAABtVwEACQAAA0oCAAABAJ8BAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhoAHgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABoAHgAAAAAABAAAAC0BAAAJAAAAHQYhAPAAGgAMAAAAEgAFAAAACwIAAAAABQAAAAwCGgAeAAUAAAABAv///wAFAAAALgEAAAAABQAAAAIBAQAAAAQAAAAtAQAACQAAAB0GIQDwABAAEAAFAAEAQwAAAEAJxgCIAAAAAAAQABAABQABACgAAAAQAAAAEAAAAAEAAQAAAAAAQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA////AP//AAD4HwAA8A8AAOAHAADAAwAAgAEAAIABAACAAQAAgAEAAIABAACAAQAAwAMAAOAHAADwDwAA+B8AAP//AACfAQAAQAmGAO4AAAAAABAAEAAFAAEAKAAAABAAAAAQAAAAAQAYAAAAAAAAAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////////////////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////+Pj4+Pj4+Pj4+Pj4////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoOPj4+Pj4////////////////+Pj4+Pj4////wAAAAAAAAAAAAAAAAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAAAAAAAAAKCgoKCgoGlpaf///////////////////////////////+Pj4////////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoGlpaf///////////////////////////////////////+Pj4////wAAAAAAAKCgoKCgoGlpaf///////////////////////////////+Pj4////////wAAAAAAAAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAAAAAAAAAAAAAAAAAKCgoGlpaWlpaf///////////////2lpaWlpaaCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoGlpaWlpaWlpaWlpaaCgoKCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoKCgoKCgoKCgoKCgoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAQAAAAnAf//AwAAAAAA)

When the threshold is very close to 1, precision is also 1, because the classifier is absolutely certain about its predictions.
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Precision and recall take *true negatives* into consideration.

**Submit Answer**

[**Take Hint (-15 XP)**](javascript:void(0))

+50 XP

Great work! True negatives do not appear at all in the definitions of precision and recall.
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precision recall f1-score support

0 0.83 0.85 0.84 206

1 0.69 0.66 0.67 102

avg / total 0.79 0.79 0.79 308

[[176 30]

[ 35 67]]

In [1]:

**Exercise**

**Exercise**

**AUC computation**

Say you have a binary classifier that in fact is just randomly making guesses. It would be correct approximately 50% of the time, and the resulting ROC curve would be a diagonal line in which the True Positive Rate and False Positive Rate are always equal. The Area under this ROC curve would be 0.5. This is one way in which the AUC, which Hugo discussed in the video, is an informative metric to evaluate a model. If the AUC is greater than 0.5, the model is better than random guessing. Always a good sign!

In this exercise, you'll calculate AUC scores using the roc\_auc\_score() function from sklearn.metrics as well as by performing cross-validation on the diabetes dataset.

X and y, along with training and test sets X\_train, X\_test, y\_train, y\_test, have been pre-loaded for you, and a logistic regression classifier logreg has been fit to the training data.

**Instructions**

**100 XP**

* Import roc\_auc\_score from sklearn.metrics and cross\_val\_score from sklearn.model\_selection.
* Using the logreg classifier, which has been fit to the training data, compute the predicted probabilities of the labels of the test set X\_test. Save the result as y\_pred\_prob.
* Compute the AUC score using the roc\_auc\_score() function, the test set labels y\_test, and the predicted probabilities y\_pred\_prob.
* Compute the AUC scores by performing 5-fold cross-validation. Use the cross\_val\_score() function and specify the scoring parameter to be 'roc\_auc'.

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Have you specified the arguments for cross\_val\_score() using the right syntax?

# Import necessary modules

from sklearn.metrics import roc\_auc\_score

from sklearn.model\_selection import cross\_val\_score

# Compute predicted probabilities: y\_pred\_prob

y\_pred\_prob = logreg.predict\_proba(X\_test)[:,1]

# Compute and print AUC score

print("AUC: {}".format(roc\_auc\_score(y\_test, y\_pred\_prob)))

# Compute cross-validated AUC scores: cv\_auc

cv\_auc = cross\_val\_score(logreg, X, y, cv=5,

scoring='roc\_auc')

# Print list of AUC scores

print("AUC scores computed using 5-fold cross-validation: {}".format(cv\_auc))

In [1]: logreg

Out[1]:

LogisticRegression(C=1.0, class\_weight=None, dual=False, fit\_intercept=True,

intercept\_scaling=1, max\_iter=100, multi\_class='ovr', n\_jobs=1,

penalty='l2', random\_state=None, solver='liblinear', tol=0.0001,

verbose=0, warm\_start=False)

<script.py> output:

AUC: 0.8254806777079764

Traceback (most recent call last):

File "script.py", line 12, in <module>

cv\_auc = cross\_val\_score()

TypeError: cross\_val\_score() missing 2 required positional arguments: 'estimator' and 'X'

In [2]:

<script.py> output:

AUC: 0.8254806777079764

Traceback (most recent call last):

File "script.py", line 12, in <module>

cv\_auc = cross\_val\_score()

TypeError: cross\_val\_score() missing 2 required positional arguments: 'estimator' and 'X'

In [2]:

In

Out[2]: ['', 'logreg', 'In']

In [3]: C

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

C

NameError: name 'C' is not defined

In [4]: X

Out[4]:

pregnancies glucose diastolic triceps insulin bmi dpf \

0 6 148 72 35.00000 155.548223 33.600000 0.627

1 1 85 66 29.00000 155.548223 26.600000 0.351

2 8 183 64 29.15342 155.548223 23.300000 0.672

3 1 89 66 23.00000 94.000000 28.100000 0.167

4 0 137 40 35.00000 168.000000 43.100000 2.288

5 5 116 74 29.15342 155.548223 25.600000 0.201

6 3 78 50 32.00000 88.000000 31.000000 0.248

7 10 115 0 29.15342 155.548223 35.300000 0.134

8 2 197 70 45.00000 543.000000 30.500000 0.158

9 8 125 96 29.15342 155.548223 32.457464 0.232

10 4 110 92 29.15342 155.548223 37.600000 0.191

11 10 168 74 29.15342 155.548223 38.000000 0.537

12 10 139 80 29.15342 155.548223 27.100000 1.441

13 1 189 60 23.00000 846.000000 30.100000 0.398

14 5 166 72 19.00000 175.000000 25.800000 0.587

15 7 100 0 29.15342 155.548223 30.000000 0.484

16 0 118 84 47.00000 230.000000 45.800000 0.551

17 7 107 74 29.15342 155.548223 29.600000 0.254

18 1 103 30 38.00000 83.000000 43.300000 0.183

19 1 115 70 30.00000 96.000000 34.600000 0.529

20 3 126 88 41.00000 235.000000 39.300000 0.704

21 8 99 84 29.15342 155.548223 35.400000 0.388

22 7 196 90 29.15342 155.548223 39.800000 0.451

23 9 119 80 35.00000 155.548223 29.000000 0.263

24 11 143 94 33.00000 146.000000 36.600000 0.254

25 10 125 70 26.00000 115.000000 31.100000 0.205

26 7 147 76 29.15342 155.548223 39.400000 0.257

27 1 97 66 15.00000 140.000000 23.200000 0.487

28 13 145 82 19.00000 110.000000 22.200000 0.245

29 5 117 92 29.15342 155.548223 34.100000 0.337

.. ... ... ... ... ... ... ...

738 2 99 60 17.00000 160.000000 36.600000 0.453

739 1 102 74 29.15342 155.548223 39.500000 0.293

740 11 120 80 37.00000 150.000000 42.300000 0.785

741 3 102 44 20.00000 94.000000 30.800000 0.400

742 1 109 58 18.00000 116.000000 28.500000 0.219

743 9 140 94 29.15342 155.548223 32.700000 0.734

744 13 153 88 37.00000 140.000000 40.600000 1.174

745 12 100 84 33.00000 105.000000 30.000000 0.488

746 1 147 94 41.00000 155.548223 49.300000 0.358

747 1 81 74 41.00000 57.000000 46.300000 1.096

748 3 187 70 22.00000 200.000000 36.400000 0.408

749 6 162 62 29.15342 155.548223 24.300000 0.178

750 4 136 70 29.15342 155.548223 31.200000 1.182

751 1 121 78 39.00000 74.000000 39.000000 0.261

752 3 108 62 24.00000 155.548223 26.000000 0.223

753 0 181 88 44.00000 510.000000 43.300000 0.222

754 8 154 78 32.00000 155.548223 32.400000 0.443

755 1 128 88 39.00000 110.000000 36.500000 1.057

756 7 137 90 41.00000 155.548223 32.000000 0.391

757 0 123 72 29.15342 155.548223 36.300000 0.258

758 1 106 76 29.15342 155.548223 37.500000 0.197

759 6 190 92 29.15342 155.548223 35.500000 0.278

760 2 88 58 26.00000 16.000000 28.400000 0.766

761 9 170 74 31.00000 155.548223 44.000000 0.403

762 9 89 62 29.15342 155.548223 22.500000 0.142

763 10 101 76 48.00000 180.000000 32.900000 0.171

764 2 122 70 27.00000 155.548223 36.800000 0.340

765 5 121 72 23.00000 112.000000 26.200000 0.245

766 1 126 60 29.15342 155.548223 30.100000 0.349

767 1 93 70 31.00000 155.548223 30.400000 0.315

age

0 50

1 31

2 32

3 21

4 33

5 30

6 26

7 29

8 53

9 54

10 30

11 34

12 57

13 59

14 51

15 32

16 31

17 31

18 33

19 32

20 27

21 50

22 41

23 29

24 51

25 41

26 43

27 22

28 57

29 38

.. ...

738 21

739 42

740 48

741 26

742 22

743 45

744 39

745 46

746 27

747 32

748 36

749 50

750 22

751 28

752 25

753 26

754 45

755 37

756 39

757 52

758 26

759 66

760 22

761 43

762 33

763 63

764 27

765 30

766 47

767 23

[768 rows x 8 columns]

In [5]: y

Out[5]:

0 1

1 0

2 1

3 0

4 1

5 0

6 1

7 0

8 1

9 1

10 0

11 1

12 0

13 1

14 1

15 1

16 1

17 1

18 0

19 1

20 0

21 0

22 1

23 1

24 1

25 1

26 1

27 0

28 0

29 0

..

738 0

739 1

740 1

741 0

742 0

743 1

744 0

745 0

746 1

747 0

748 1

749 1

750 1

751 0

752 0

753 1

754 1

755 1

756 0

757 1

758 0

759 1

760 0

761 1

762 0

763 0

764 0

765 0

766 1

767 0

Name: diabetes, dtype: int64

<script.py> output:

AUC: 0.8254806777079764

AUC scores computed using 5-fold cross-validation: [0.80148148 0.8062963 0.81481481 0.86245283 0.8554717 ]

In [6]:

+100 XP

Great work! You now have a number of different methods you can use to evaluate your model's performance.

**Exercise**

**Exercise**

**Hyperparameter tuning with GridSearchCV**

Hugo demonstrated how to tune the n\_neighbors parameter of the KNeighborsClassifier() using GridSearchCV on the voting dataset. You will now practice this yourself, but by using logistic regression on the diabetes dataset instead!

Like the alpha parameter of lasso and ridge regularization that you saw earlier, logistic regression also has a regularization parameter: CC. CC controls the *inverse* of the regularization strength, and this is what you will tune in this exercise. A large CC can lead to an *overfit* model, while a small CC can lead to an *underfit* model.

The hyperparameter space for CC has been setup for you. Your job is to use GridSearchCV and logistic regression to find the optimal CC in this hyperparameter space. The feature array is available as X and target variable array is available as y.

You may be wondering why you aren't asked to split the data into training and test sets. Good observation! Here, we want you to focus on the process of setting up the hyperparameter grid and performing grid-search cross-validation. In practice, you will indeed want to hold out a portion of your data for evaluation purposes, and you will learn all about this in the next video!

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import LogisticRegression from sklearn.linear\_model and GridSearchCV from sklearn.model\_selection.
* Setup the hyperparameter grid by using c\_space as the grid of values to tune CC over.
* Instantiate a logistic regression classifier called logreg.
* Use GridSearchCV with 5-fold cross-validation to tune CC:
  + Inside GridSearchCV(), specify the classifier, parameter grid, and number of folds to use.
  + Use the .fit() method on the GridSearchCV object to fit it to the data X and y.
* Print the best parameter and best score obtained from GridSearchCV by accessing the best\_params\_ and best\_score\_ attributes of logreg\_cv.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import necessary modules

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import GridSearchCV

# Setup the hyperparameter grid

c\_space = np.logspace(-5, 8, 15)

param\_grid = {'C': \_\_\_\_}

# Instantiate a logistic regression classifier: logreg

logreg = LogisticRegression()

# Instantiate the GridSearchCV object: logreg\_cv

logreg\_cv = GridSearchCV(X, y, cv=5)

# Fit it to the data

logreg\_cv.fit(X, y)

# Print the tuned parameters and score

print("Tuned Logistic Regression Parameters: {}".format(logreg\_cv.best\_params\_))

print("Best score is {}".format(logreg\_cv.best\_score\_))

**Incorrect Submission**

Your code could not be parsed due to an error in the indentation:  
unexpected indent (script.py, line 2).

Check your call of GridSearchCV(). Did you correctly specify the first argument? Expected logreg, but got X.

# Import necessary modules

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import GridSearchCV

# Setup the hyperparameter grid

c\_space = np.logspace(-5, 8, 15)

param\_grid = {'C': c\_space}

# Instantiate a logistic regression classifier: logreg

logreg = LogisticRegression()

# Instantiate the GridSearchCV object: logreg\_cv

logreg\_cv = GridSearchCV(logreg, param\_grid, cv=5)

# Fit it to the data

logreg\_cv.fit(X, y)

# Print the tuned parameters and score

print("Tuned Logistic Regression Parameters: {}".format(logreg\_cv.best\_params\_))

print("Best score is {}".format(logreg\_cv.best\_score\_))

In [1]: best\_params\_

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

best\_params\_

NameError: name 'best\_params\_' is not defined

In [2]: # Import necessary modules

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import LogisticRegression

# Setup the hyperparameter grid

c\_space = np.logspace(-5, 8, 15)

param\_grid = {'C': \_\_\_\_}

# Instantiate a logistic regression classifier: logreg

logreg = \_\_\_\_

# Instantiate the GridSearchCV object: logreg\_cv

logreg\_cv = GridSearchCV(X, y, cv=5)

logreg\_cv.best\_params\_

# Fit it to the data

logreg\_cv.fit(X, y)

# Print the tuned parameters and score

print("Tuned Logistic Regression Parameters: {}".format(\_\_\_\_))

print("Best score is {}".format(\_\_\_\_))

Traceback (most recent call last):

File "<stdin>", line 3, in <module>

from sklearn.model\_selection import LogisticRegression

ImportError: cannot import name 'LogisticRegression'

In [3]: # Import necessary modules

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import GridSearchCV

# Setup the hyperparameter grid

c\_space = np.logspace(-5, 8, 15)

param\_grid = {'C': \_\_\_\_}

# Instantiate a logistic regression classifier: logreg

logreg = \_\_\_\_

# Instantiate the GridSearchCV object: logreg\_cv

logreg\_cv = GridSearchCV(X, y, cv=5)

logreg\_cv.best\_params\_

# Fit it to the data

logreg\_cv.fit(X, y)

# Print the tuned parameters and score

print("Tuned Logistic Regression Parameters: {}".format(\_\_\_\_))

print("Best score is {}".format(\_\_\_\_))

Traceback (most recent call last):

File "<stdin>", line 7, in <module>

param\_grid = {'C': \_\_\_\_}

NameError: name '\_\_\_\_' is not defined

In [4]: # Import necessary modules

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import GridSearchCV

# Setup the hyperparameter grid

c\_space = np.logspace(-5, 8, 15)

#param\_grid = {'C': \_\_\_\_}

# Instantiate a logistic regression classifier: logreg

#logreg = \_\_\_\_

# Instantiate the GridSearchCV object: logreg\_cv

logreg\_cv = GridSearchCV(X, y, cv=5)

logreg\_cv.best\_params\_

# Fit it to the data

logreg\_cv.fit(X, y)

# Print the tuned parameters and score

print("Tuned Logistic Regression Parameters: {}".format(\_\_\_\_))

print("Best score is {}".format(\_\_\_\_))

Traceback (most recent call last):

File "<stdin>", line 13, in <module>

logreg\_cv = GridSearchCV(X, y, cv=5)

File "<stdin>", line 1078, in \_\_init\_\_

\_check\_param\_grid(param\_grid)

File "<stdin>", line 357, in \_check\_param\_grid

" np.ndarray.".format(name))

ValueError: Parameter values for parameter (0) need to be a sequence(but not a string) or np.ndarray.

Traceback (most recent call last):

File "script.py", line 7, in <module>

param\_grid = {'C': \_\_\_\_}

NameError: name '\_\_\_\_' is not defined

Traceback (most recent call last):

File "script.py", line 13, in <module>

logreg\_cv = GridSearchCV(X, y, cv=5)

File "script.py", line 1078, in \_\_init\_\_

\_check\_param\_grid(param\_grid)

File "script.py", line 357, in \_check\_param\_grid

" np.ndarray.".format(name))

ValueError: Parameter values for parameter (0) need to be a sequence(but not a string) or np.ndarray.

<script.py> output:

Tuned Logistic Regression Parameters: {'C': 3.727593720314938}

Best score is 0.7708333333333334

In [5]:

+100 XP

Good job! It looks like a 'C' of 3.727 results in the best performance.

**Exercise**

**Exercise**

**Hyperparameter tuning with RandomizedSearchCV**

GridSearchCV can be computationally expensive, especially if you are searching over a large hyperparameter space and dealing with multiple hyperparameters. A solution to this is to use RandomizedSearchCV, in which not all hyperparameter values are tried out. Instead, a fixed number of hyperparameter settings is sampled from specified probability distributions. You'll practice using RandomizedSearchCV in this exercise and see how this works.

Here, you'll also be introduced to a new model: the Decision Tree. Don't worry about the specifics of how this model works. Just like k-NN, linear regression, and logistic regression, decision trees in scikit-learn have .fit() and .predict() methods that you can use in exactly the same way as before. Decision trees have many parameters that can be tuned, such as max\_features, max\_depth, and min\_samples\_leaf: This makes it an ideal use case for RandomizedSearchCV.

As before, the feature array X and target variable array y of the diabetes dataset have been pre-loaded. The hyperparameter settings have been specified for you. Your goal is to use RandomizedSearchCV to find the optimal hyperparameters. Go for it!

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import DecisionTreeClassifier from sklearn.tree and RandomizedSearchCV from sklearn.model\_selection.
* Specify the parameters and distributions to sample from. This has been done for you.
* Instantiate a DecisionTreeClassifier.
* Use RandomizedSearchCV with 5-fold cross-validation to tune the hyperparameters:
  + Inside RandomizedSearchCV(), specify the classifier, parameter distribution, and number of folds to use.
  + Use the .fit() method on the RandomizedSearchCV object to fit it to the data X and y.
* Print the best parameter and best score obtained from RandomizedSearchCV by accessing the best\_params\_ and best\_score\_ attributes of tree\_cv.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import necessary modules

from scipy.stats import randint

from sklearn.tree import DecisionTreeClassifier

from sklearn.model\_selection import RandomizedSearchCV

# Setup the parameters and distributions to sample from: param\_dist

param\_dist = {"max\_depth": [3, None],

"max\_features": randint(1, 9),

"min\_samples\_leaf": randint(1, 9),

"criterion": ["gini", "entropy"]}

# Instantiate a Decision Tree classifier: tree

tree = DecisionTreeClassifier()

# Instantiate the RandomizedSearchCV object: tree\_cv

tree\_cv = RandomizedSearchCV(X, y, cv=5)

# Fit it to the data

tree\_cv.fit()

# Print the tuned parameters and score

print("Tuned Decision Tree Parameters: {}".format(tree\_cv.best\_params\_))

print("Best score is {}".format(tree\_cv.best\_score\_))

**Incorrect Submission**

In RandomizedSearchCV(), did you correctly specify the classifier?

Have you specified the arguments for RandomizedSearchCV() using the right syntax?

# Import necessary modules

from scipy.stats import randint

from sklearn.tree import DecisionTreeClassifier

from sklearn.model\_selection import RandomizedSearchCV

# Setup the parameters and distributions to sample from: param\_dist

param\_dist = {"max\_depth": [3, None],

"max\_features": randint(1, 9),

"min\_samples\_leaf": randint(1, 9),

"criterion": ["gini", "entropy"]}

# Instantiate a Decision Tree classifier: tree

tree = DecisionTreeClassifier()

# Instantiate the RandomizedSearchCV object: tree\_cv

tree\_cv = RandomizedSearchCV(tree, param\_dist, cv=5)

# Fit it to the data

tree\_cv.fit(X, y)

# Print the tuned parameters and score

print("Tuned Decision Tree Parameters: {}".format(tree\_cv.best\_params\_))

print("Best score is {}".format(tree\_cv.best\_score\_))

Traceback (most recent call last):

File "script.py", line 19, in <module>

tree\_cv.fit()

TypeError: fit() missing 1 required positional argument: 'X'

In [1]: tree\_cv.fit(X, y)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

tree\_cv.fit(X, y)

NameError: name 'tree\_cv' is not defined

Traceback (most recent call last):

File "script.py", line 16, in <module>

tree\_cv = RandomizedSearchCV(cv=5)

TypeError: \_\_init\_\_() missing 2 required positional arguments: 'estimator' and 'param\_distributions'

<script.py> output:

Tuned Decision Tree Parameters: {'criterion': 'gini', 'max\_depth': 3, 'max\_features': 5, 'min\_samples\_leaf': 2}

Best score is 0.7395833333333334

In [2]:

+100 XP

Great work! You'll see a lot more of decision trees and RandomizedSearchCV as you continue your machine learning journey. Note that RandomizedSearchCV will never outperform GridSearchCV. Instead, it is valuable because it saves on computation time.

**Hold-out set reasoning**

For which of the following reasons would you want to use a hold-out set for the very end?

**Answer the question**

**50 XP**

**Possible Answers**

You want to maximize the amount of training data used.

press

1

You want to be absolutely certain about your model's ability to generalize to unseen data.

press

2

You want to tune the hyperparameters of your model.

press

3

**Incorrect Submission**

Incorrect. You can tune the hyperparameters of your model even without using a hold-out set.

+50 XP

Correct! The idea is to tune the model's hyperparameters on the training set, and then evaluate its performance on the hold-out set which it has never seen before.

**Exercise**

**Exercise**

**Hold-out set in practice I: Classification**

You will now practice evaluating a model with tuned hyperparameters on a hold-out set. The feature array and target variable array from the diabetes dataset have been pre-loaded as X and y.

In addition to CC, logistic regression has a 'penalty' hyperparameter which specifies whether to use 'l1' or 'l2' regularization. Your job in this exercise is to create a hold-out set, tune the 'C' and 'penalty' hyperparameters of a logistic regression classifier using GridSearchCV on the training set.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Create the hyperparameter grid:
  + Use the array c\_space as the grid of values for 'C'.
  + For 'penalty', specify a list consisting of 'l1' and 'l2'.
* Instantiate a logistic regression classifier.
* Create training and test sets. Use a test\_size of 0.4 and random\_state of 42. In practice, the test set here will function as the hold-out set.
* Tune the hyperparameters on the training set using GridSearchCV with 5-folds. This involves first instantiating the GridSearchCV object with the correct parameters and then fitting it to the training data.
* Print the best parameter and best score obtained from GridSearchCV by accessing the best\_params\_ and best\_score\_ attributes of logreg\_cv.

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Did you define the variable param\_grid without errors?

Check your call of train\_test\_split(). Did you specify the argument 0?

Did you correctly pass in the feature variable to train\_test\_split()?

Check your call of train\_test\_split(). Did you specify the argument test\_size?

Check your call of GridSearchCV(). Did you correctly specify the first argument? Expected logreg, but got knn.

Check your call of logreg\_cv.fit(). Did you correctly specify the first argument? Expected something different.

Did you print the best parameter by accessing the best\_params\_ attribute of logreg\_cv?

# Import necessary modules

from sklearn.model\_selection import train\_test\_split as tts

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import GridSearchCV

# Create the hyperparameter grid

c\_space = np.logspace(-5, 8, 15)

param\_grid = {'C': c\_space, 'penalty': ['l1', 'l2']}

# Instantiate the logistic regression classifier: logreg

logreg = LogisticRegression()

# Create train and test sets

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size=0.4, random\_state=42)

# Instantiate the GridSearchCV object: logreg\_cv

logreg\_cv = GridSearchCV(logreg, param\_grid, cv=5)

# Fit it to the training data

logreg\_cv.fit(X\_train, y\_train)

# Print the optimal parameters and best score

print("Tuned Logistic Regression Parameter: {}".format(logreg\_cv.best\_params\_))

print("Tuned Logistic Regression Accuracy: {}".format(logreg\_cv.best\_score\_))

In [1]: best\_params\_

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

best\_params\_

NameError: name 'best\_params\_' is not defined

In [2]: X, y

Out[2]:

( pregnancies glucose diastolic triceps insulin bmi dpf \

0 6 148 72 35.00000 155.548223 33.600000 0.627

1 1 85 66 29.00000 155.548223 26.600000 0.351

2 8 183 64 29.15342 155.548223 23.300000 0.672

3 1 89 66 23.00000 94.000000 28.100000 0.167

4 0 137 40 35.00000 168.000000 43.100000 2.288

5 5 116 74 29.15342 155.548223 25.600000 0.201

6 3 78 50 32.00000 88.000000 31.000000 0.248

7 10 115 0 29.15342 155.548223 35.300000 0.134

8 2 197 70 45.00000 543.000000 30.500000 0.158

9 8 125 96 29.15342 155.548223 32.457464 0.232

10 4 110 92 29.15342 155.548223 37.600000 0.191

11 10 168 74 29.15342 155.548223 38.000000 0.537

12 10 139 80 29.15342 155.548223 27.100000 1.441

13 1 189 60 23.00000 846.000000 30.100000 0.398

14 5 166 72 19.00000 175.000000 25.800000 0.587

15 7 100 0 29.15342 155.548223 30.000000 0.484

16 0 118 84 47.00000 230.000000 45.800000 0.551

17 7 107 74 29.15342 155.548223 29.600000 0.254

18 1 103 30 38.00000 83.000000 43.300000 0.183

19 1 115 70 30.00000 96.000000 34.600000 0.529

20 3 126 88 41.00000 235.000000 39.300000 0.704

21 8 99 84 29.15342 155.548223 35.400000 0.388

22 7 196 90 29.15342 155.548223 39.800000 0.451

23 9 119 80 35.00000 155.548223 29.000000 0.263

24 11 143 94 33.00000 146.000000 36.600000 0.254

25 10 125 70 26.00000 115.000000 31.100000 0.205

26 7 147 76 29.15342 155.548223 39.400000 0.257

27 1 97 66 15.00000 140.000000 23.200000 0.487

28 13 145 82 19.00000 110.000000 22.200000 0.245

29 5 117 92 29.15342 155.548223 34.100000 0.337

.. ... ... ... ... ... ... ...

738 2 99 60 17.00000 160.000000 36.600000 0.453

739 1 102 74 29.15342 155.548223 39.500000 0.293

740 11 120 80 37.00000 150.000000 42.300000 0.785

741 3 102 44 20.00000 94.000000 30.800000 0.400

742 1 109 58 18.00000 116.000000 28.500000 0.219

743 9 140 94 29.15342 155.548223 32.700000 0.734

744 13 153 88 37.00000 140.000000 40.600000 1.174

745 12 100 84 33.00000 105.000000 30.000000 0.488

746 1 147 94 41.00000 155.548223 49.300000 0.358

747 1 81 74 41.00000 57.000000 46.300000 1.096

748 3 187 70 22.00000 200.000000 36.400000 0.408

749 6 162 62 29.15342 155.548223 24.300000 0.178

750 4 136 70 29.15342 155.548223 31.200000 1.182

751 1 121 78 39.00000 74.000000 39.000000 0.261

752 3 108 62 24.00000 155.548223 26.000000 0.223

753 0 181 88 44.00000 510.000000 43.300000 0.222

754 8 154 78 32.00000 155.548223 32.400000 0.443

755 1 128 88 39.00000 110.000000 36.500000 1.057

756 7 137 90 41.00000 155.548223 32.000000 0.391

757 0 123 72 29.15342 155.548223 36.300000 0.258

758 1 106 76 29.15342 155.548223 37.500000 0.197

759 6 190 92 29.15342 155.548223 35.500000 0.278

760 2 88 58 26.00000 16.000000 28.400000 0.766

761 9 170 74 31.00000 155.548223 44.000000 0.403

762 9 89 62 29.15342 155.548223 22.500000 0.142

763 10 101 76 48.00000 180.000000 32.900000 0.171

764 2 122 70 27.00000 155.548223 36.800000 0.340

765 5 121 72 23.00000 112.000000 26.200000 0.245

766 1 126 60 29.15342 155.548223 30.100000 0.349

767 1 93 70 31.00000 155.548223 30.400000 0.315

age

0 50

1 31

2 32

3 21

4 33

5 30

6 26

7 29

8 53

9 54

10 30

11 34

12 57

13 59

14 51

15 32

16 31

17 31

18 33

19 32

20 27

21 50

22 41

23 29

24 51

25 41

26 43

27 22

28 57

29 38

.. ...

738 21

739 42

740 48

741 26

742 22

743 45

744 39

745 46

746 27

747 32

748 36

749 50

750 22

751 28

752 25

753 26

754 45

755 37

756 39

757 52

758 26

759 66

760 22

761 43

762 33

763 63

764 27

765 30

766 47

767 23

[768 rows x 8 columns], 0 1

1 0

2 1

3 0

4 1

5 0

6 1

7 0

8 1

9 1

10 0

11 1

12 0

13 1

14 1

15 1

16 1

17 1

18 0

19 1

20 0

21 0

22 1

23 1

24 1

25 1

26 1

27 0

28 0

29 0

..

738 0

739 1

740 1

741 0

742 0

743 1

744 0

745 0

746 1

747 0

748 1

749 1

750 1

751 0

752 0

753 1

754 1

755 1

756 0

757 1

758 0

759 1

760 0

761 1

762 0

763 0

764 0

765 0

766 1

767 0

Name: diabetes, dtype: int64)

Traceback (most recent call last):

File "script.py", line 8, in <module>

param\_grid = {\_\_\_\_: \_\_\_\_, \_\_\_\_: ['l1', 'l2']}

NameError: name '\_\_\_\_' is not defined

In [3]: # Import necessary modules

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import GridSearchCV

# Create the hyperparameter grid

c\_space = np.logspace(-5, 8, 15)

param\_grid = {c\_space: 'C', 'penalty': ['l1', 'l2']}

# Instantiate the logistic regression classifier: logreg

logreg = \_\_\_\_

# Create train and test sets

X\_train, X\_test, y\_train, y\_test = \_\_\_\_

# Instantiate the GridSearchCV object: logreg\_cv

logreg\_cv = GridSearchCV(test\_size=0.4, random\_state=42, cv=5)

# Fit it to the training data

logreg\_cv.fit(X, y)

# Print the optimal parameters and best score

print("Tuned Logistic Regression Parameter: {}".format(best\_params\_))

print("Tuned Logistic Regression Accuracy: {}".format(best\_score\_))

Traceback (most recent call last):

File "<stdin>", line 8, in <module>

param\_grid = {c\_space: 'C', 'penalty': ['l1', 'l2']}

TypeError: unhashable type: 'numpy.ndarray'

Traceback (most recent call last):

File "script.py", line 8, in <module>

param\_grid = {c\_space: 'C', 'penalty': ['l1', 'l2']}

TypeError: unhashable type: 'numpy.ndarray'

Traceback (most recent call last):

File "script.py", line 8, in <module>

param\_grid = {c\_space: 'C', 'penalty': ['l1', 'l2']}

TypeError: unhashable type: 'numpy.ndarray'

Traceback (most recent call last):

File "script.py", line 14, in <module>

X\_train, X\_test, y\_train, y\_test = tts()

File "script.py", line 2010, in train\_test\_split

raise ValueError("At least one array required as input")

ValueError: At least one array required as input

Traceback (most recent call last):

File "script.py", line 14, in <module>

X\_train, X\_test, y\_train, y\_test = tts(0)

File "script.py", line 2031, in train\_test\_split

arrays = indexable(\*arrays)

File "script.py", line 229, in indexable

check\_consistent\_length(\*result)

File "script.py", line 200, in check\_consistent\_length

lengths = [\_num\_samples(X) for X in arrays if X is not None]

File "script.py", line 200, in <listcomp>

lengths = [\_num\_samples(X) for X in arrays if X is not None]

File "script.py", line 119, in \_num\_samples

" a valid collection." % x)

TypeError: Singleton array array(0) cannot be considered a valid collection.

Traceback (most recent call last):

File "script.py", line 17, in <module>

logreg\_cv = GridSearchCV(test\_size=0.4, random\_state=42, cv=5)

TypeError: \_\_init\_\_() got an unexpected keyword argument 'test\_size'

Traceback (most recent call last):

File "script.py", line 17, in <module>

logreg\_cv = GridSearchCV(test\_size=0.4, random\_state=42, cv=5)

TypeError: \_\_init\_\_() got an unexpected keyword argument 'test\_size'

Traceback (most recent call last):

File "script.py", line 17, in <module>

logreg\_cv = GridSearchCV(cv=5)

TypeError: \_\_init\_\_() missing 2 required positional arguments: 'estimator' and 'param\_grid'

Traceback (most recent call last):

File "script.py", line 17, in <module>

logreg\_cv = GridSearchCV(knn, param\_grid, cv=5)

NameError: name 'knn' is not defined

Traceback (most recent call last):

File "script.py", line 23, in <module>

print("Tuned Logistic Regression Parameter: {}".format(best\_params\_))

NameError: name 'best\_params\_' is not defined

Traceback (most recent call last):

File "script.py", line 23, in <module>

print("Tuned Logistic Regression Parameter: {}".format(best\_params\_))

NameError: name 'best\_params\_' is not defined

<script.py> output:

Tuned Logistic Regression Parameter: {'C': 0.4393970560760795, 'penalty': 'l1'}

Tuned Logistic Regression Accuracy: 0.7652173913043478

In [4]:

+100 XP

Excellent work! You're really mastering the fundamentals of classification!

**Exercise**

**Exercise**

**Hold-out set in practice II: Regression**

Remember lasso and ridge regression from the previous chapter? Lasso used the L1L1 penalty to regularize, while ridge used the L2L2 penalty. There is another type of regularized regression known as the elastic net. In elastic net regularization, the penalty term is a linear combination of the L1L1 and L2L2 penalties:

a∗L1+b∗L2a∗L1+b∗L2

In scikit-learn, this term is represented by the 'l1\_ratio' parameter: An 'l1\_ratio' of 1 corresponds to an L1L1 penalty, and anything lower is a combination of L1L1 and L2L2.

In this exercise, you will GridSearchCV to tune the 'l1\_ratio' of an elastic net model trained on the Gapminder data. As in the previous exercise, use a hold-out set to evaluate your model's performance.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import the following modules:
  + ElasticNet from sklearn.linear\_model.
  + mean\_squared\_error from sklearn.metrics.
  + GridSearchCV and train\_test\_split from sklearn.model\_selection.
* Create training and test sets, with 40% of the data used for the test set. Use a random state of 42.
* Specify the hyperparameter grid for 'l1\_ratio' using l1\_space as the grid of values to search over.
* Instantiate the ElasticNet regressor.
* Use GridSearchCV with 5-fold cross-validation to tune 'l1\_ratio' on the training data X\_train and y\_train. This involves first instantiating the GridSearchCV object with the correct parameters and then fitting it to the training data.
* Predict on the test set and compute the R2R2 and mean squared error.

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Check your call of gm\_cv.score(). Did you correctly specify the first argument? Expected something different.

**Hint**

* Use the command from y import x to import x from y.
* Use train\_test\_split() to create training and test sets. Pass in the arguments X and y, and specify the keyword arguments test\_size=0.4 and random\_state=42.
* In the param\_grid dictionary, use l1\_space as the grid of values to tune 'l1\_ratio' over.
* Use ElasticNet() to instantiate the regressor.
* Inside GridSearchCV(), pass in the regressor elastic\_net, parameter grid param\_grid, and specify the number of folds to use. Then use the .fit() method on this with X\_train and y\_train passed in as arguments.
* To compute r2, use the .score() method with X\_test and y\_test as arguments. To compute mse, use the mean\_squared\_error() function with y\_test and y\_pred as arguments.

In [1]: # Import necessary modules

from sklearn.model\_selection import train\_test\_split as tts, GridSearchCV as gscv

from sklearn.metrics import mean\_squared\_error as msef

from sklearn.linear\_model import ElasticNet as en

# Create train and test sets

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size=0.4, random\_state=42)

# Create the hyperparameter grid

l1\_space = np.linspace(0, 1, 30)

param\_grid = {'l1\_ratio': l1\_space}

# Instantiate the ElasticNet regressor: elastic\_net

elastic\_net = en()

# Setup the GridSearchCV object: gm\_cv

gm\_cv = gscv(elastic\_net, param\_grid, cv=5)

# Fit it to the training data

gm\_cv.fit(X\_train, y\_train)

# Predict on the test set and compute metrics

y\_pred = gm\_cv.predict(X\_test)

r2 = gm\_cv.score(X\_test, y\_pred)

mse = msef(X\_test, y\_test)

print("Tuned ElasticNet l1 ratio: {}".format(gm\_cv.best\_params\_))

print("Tuned ElasticNet R squared: {}".format(r2))

print("Tuned ElasticNet MSE: {}".format(mse))

Traceback (most recent call last):

File "<stdin>", line 25, in <module>

mse = msef(X\_test, y\_test)

File "<stdin>", line 238, in mean\_squared\_error

y\_true, y\_pred, multioutput)

File "<stdin>", line 87, in \_check\_reg\_targets

"({0}!={1})".format(y\_true.shape[1], y\_pred.shape[1]))

ValueError: y\_true and y\_pred have different number of output (8!=1)

In [2]: # Import necessary modules

from sklearn.model\_selection import train\_test\_split as tts, GridSearchCV as gscv

from sklearn.metrics import mean\_squared\_error as msef

from sklearn.linear\_model import ElasticNet as en

# Create train and test sets

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size=0.4, random\_state=42)

# Create the hyperparameter grid

l1\_space = np.linspace(0, 1, 30)

param\_grid = {'l1\_ratio': l1\_space}

# Instantiate the ElasticNet regressor: elastic\_net

elastic\_net = en()

# Setup the GridSearchCV object: gm\_cv

gm\_cv = gscv(elastic\_net, param\_grid, cv=5)

# Fit it to the training data

gm\_cv.fit(X\_train, y\_train)

# Predict on the test set and compute metrics

y\_pred = gm\_cv.predict(X\_test)

r2 = gm\_cv.score(X\_test, y\_pred)

mse = msef(X\_test, y\_pred)

print("Tuned ElasticNet l1 ratio: {}".format(gm\_cv.best\_params\_))

print("Tuned ElasticNet R squared: {}".format(r2))

print("Tuned ElasticNet MSE: {}".format(mse))

Traceback (most recent call last):

File "<stdin>", line 25, in <module>

mse = msef(X\_test, y\_pred)

File "<stdin>", line 238, in mean\_squared\_error

y\_true, y\_pred, multioutput)

File "<stdin>", line 87, in \_check\_reg\_targets

"({0}!={1})".format(y\_true.shape[1], y\_pred.shape[1]))

ValueError: y\_true and y\_pred have different number of output (8!=1)

In [3]: y

Out[3]:

array([75.3, 58.3, 75.5, 72.5, 81.5, 80.4, 70.6, 72.2, 68.4, 75.3, 70.1,

79.4, 70.7, 63.2, 67.6, 70.9, 61.2, 73.9, 73.2, 59.4, 57.4, 66.2,

56.6, 80.7, 54.8, 78.9, 75.1, 62.6, 58.6, 79.7, 55.9, 76.5, 77.8,

78.7, 61. , 74. , 70.1, 74.1, 56.7, 60.4, 74. , 65.7, 79.4, 81. ,

57.5, 62.2, 72.1, 80. , 62.7, 79.5, 70.8, 58.3, 51.3, 63. , 61.7,

70.9, 73.8, 82. , 64.4, 69.5, 76.9, 79.4, 80.9, 81.4, 75.5, 82.6,

66.1, 61.5, 72.3, 77.6, 45.2, 61. , 72. , 80.7, 63.4, 51.4, 74.5,

78.2, 55.8, 81.4, 63.6, 72.1, 75.7, 69.6, 63.2, 73.3, 55. , 60.8,

68.6, 80.3, 80.2, 75.2, 59.7, 58. , 80.7, 74.6, 64.1, 77.1, 58.2,

73.6, 76.8, 69.4, 75.3, 79.2, 80.4, 73.4, 67.6, 62.2, 64.3, 76.4,

55.9, 80.9, 74.8, 78.5, 56.7, 55. , 81.1, 74.3, 67.4, 69.1, 46.1,

81.1, 81.9, 69.5, 59.7, 74.1, 60. , 71.3, 76.5, 75.1, 57.2, 68.2,

79.5, 78.2, 76. , 68.7, 75.4, 52. , 49. ])

Traceback (most recent call last):

File "script.py", line 24, in <module>

r2 = gm\_cv.score(y\_test, y\_pred)

File "script.py", line 439, in score

return score(self.best\_estimator\_, X, y)

File "script.py", line 244, in \_passthrough\_scorer

return estimator.score(\*args, \*\*kwargs)

File "script.py", line 386, in score

return r2\_score(y, self.predict(X), sample\_weight=sample\_weight,

File "script.py", line 256, in predict

return self.\_decision\_function(X)

File "script.py", line 791, in \_decision\_function

return super(ElasticNet, self).\_decision\_function(X)

File "script.py", line 239, in \_decision\_function

X = check\_array(X, accept\_sparse=['csr', 'csc', 'coo'])

File "script.py", line 441, in check\_array

"if it contains a single sample.".format(array))

ValueError: Expected 2D array, got 1D array instead:

array=[68.7 66.1 76.5 67.4 79.4 70.7 58.3 72.3 60. 70.9 74.8 57.2 63.6 59.4

55. 77.6 79.4 62.6 76. 76.4 70.1 74.3 55.8 81.5 80.7 75.1 79.5 76.9

61.2 73.2 70.1 73.8 80.4 82.6 73.4 62.2 72.1 80.3 74.6 75.3 58. 58.6

74. 54.8 75.5 74.1 52. 57.5 70.9 64.3 60.4 56.6 55.9 80.9 71.3 80. ].

Reshape your data either using array.reshape(-1, 1) if your data has a single feature or array.reshape(1, -1) if it contains a single sample.

In [4]: # Import necessary modules

from sklearn.model\_selection import train\_test\_split as tts, GridSearchCV as gscv

from sklearn.metrics import mean\_squared\_error as msef

from sklearn.linear\_model import ElasticNet as en

# Create train and test sets

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size=0.4, random\_state=42)

# Create the hyperparameter grid

l1\_space = np.linspace(0, 1, 30)

param\_grid = {'l1\_ratio': l1\_space}

# Instantiate the ElasticNet regressor: elastic\_net

elastic\_net = en()

# Setup the GridSearchCV object: gm\_cv

gm\_cv = gscv(elastic\_net, param\_grid, cv=5)

# Fit it to the training data

gm\_cv.fit(X\_train, y\_train)

# Predict on the test set and compute metrics

y\_pred = gm\_cv.predict(X\_test)

r2 = gm\_cv.score(y\_test, y\_pred)

mse = msef(y\_test, y\_pred)

print("Tuned ElasticNet l1 ratio: {}".format(gm\_cv.best\_params\_))

print("Tuned ElasticNet R squared: {}".format(r2))

print("Tuned ElasticNet MSE: {}".format(mse))

Traceback (most recent call last):

File "<stdin>", line 24, in <module>

r2 = gm\_cv.score(y\_test, y\_pred)

File "<stdin>", line 439, in score

return score(self.best\_estimator\_, X, y)

File "<stdin>", line 244, in \_passthrough\_scorer

return estimator.score(\*args, \*\*kwargs)

File "<stdin>", line 386, in score

return r2\_score(y, self.predict(X), sample\_weight=sample\_weight,

File "<stdin>", line 256, in predict

return self.\_decision\_function(X)

File "<stdin>", line 791, in \_decision\_function

return super(ElasticNet, self).\_decision\_function(X)

File "<stdin>", line 239, in \_decision\_function

X = check\_array(X, accept\_sparse=['csr', 'csc', 'coo'])

File "<stdin>", line 441, in check\_array

"if it contains a single sample.".format(array))

ValueError: Expected 2D array, got 1D array instead:

array=[68.7 66.1 76.5 67.4 79.4 70.7 58.3 72.3 60. 70.9 74.8 57.2 63.6 59.4

55. 77.6 79.4 62.6 76. 76.4 70.1 74.3 55.8 81.5 80.7 75.1 79.5 76.9

61.2 73.2 70.1 73.8 80.4 82.6 73.4 62.2 72.1 80.3 74.6 75.3 58. 58.6

74. 54.8 75.5 74.1 52. 57.5 70.9 64.3 60.4 56.6 55.9 80.9 71.3 80. ].

Reshape your data either using array.reshape(-1, 1) if your data has a single feature or array.reshape(1, -1) if it contains a single sample.

In [5]: # Import necessary modules

from sklearn.model\_selection import train\_test\_split as tts, GridSearchCV as gscv

from sklearn.metrics import mean\_squared\_error as msef

from sklearn.linear\_model import ElasticNet as en

# Create train and test sets

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size=0.4, random\_state=42)

# Create the hyperparameter grid

l1\_space = np.linspace(0, 1, 30)

param\_grid = {'l1\_ratio': l1\_space}

# Instantiate the ElasticNet regressor: elastic\_net

elastic\_net = en()

# Setup the GridSearchCV object: gm\_cv

gm\_cv = gscv(elastic\_net, param\_grid, cv=5)

# Fit it to the training data

gm\_cv.fit(X\_train, y\_train)

# Predict on the test set and compute metrics

y\_pred = gm\_cv.predict(X\_test)

r2 = gm\_cv.score(X\_test, y\_test )

mse = msef(y\_test, y\_pred)

print("Tuned ElasticNet l1 ratio: {}".format(gm\_cv.best\_params\_))

print("Tuned ElasticNet R squared: {}".format(r2))

print("Tuned ElasticNet MSE: {}".format(mse))

Tuned ElasticNet l1 ratio: {'l1\_ratio': 0.20689655172413793}

Tuned ElasticNet R squared: 0.8668305372460283

Tuned ElasticNet MSE: 10.05791413339844

<script.py> output:

Tuned ElasticNet l1 ratio: {'l1\_ratio': 0.20689655172413793}

Tuned ElasticNet R squared: 0.8668305372460283

Tuned ElasticNet MSE: 10.05791413339844

In [6]:

+70 XP

Fantastic! Now that you understand how to fine-tune your models, it's time to learn about preprocessing techniques and how to piece together all the different stages of the machine learning process into a pipeline!

+50 XP [from video]

**Exercise**

**Exercise**

**Exploring categorical features**

The Gapminder dataset that you worked with in previous chapters also contained a categorical 'Region' feature, which we dropped in previous exercises since you did not have the tools to deal with it. Now however, you do, so we have added it back in!

Your job in this exercise is to explore this feature. Boxplots are particularly useful for visualizing categorical features such as this.

**Instructions**

**100 XP**

* Import pandas as pd.
* Read the CSV file 'gapminder.csv' into a DataFrame called df.
* Use pandas to create a boxplot showing the variation of life expectancy ('life') by region ('Region'). To do so, pass the column names in to df.boxplot() (in that order).

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Did you call pd.read\_csv()?

# Import pandas

import pandas as pd

# Read 'gapminder.csv' into a DataFrame: df

df = pd.read\_csv('gapminder.csv')

# Create a boxplot of life expectancy per region

df.boxplot('life', 'Region', rot=60)

# Show the plot

plt.show()

Traceback (most recent call last):

File "script.py", line 5, in <module>

df = pd.read('gapminder.csv')

AttributeError: module 'pandas' has no attribute 'read'

In [1]:
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+100 XP

Great work! Exploratory data analysis should always be the precursor to model building.

**Exercise**

**Exercise**

**Creating dummy variables**

As Andy discussed in the video, scikit-learn does not accept non-numerical features. You saw in the previous exercise that the 'Region' feature contains very useful information that can predict life expectancy. For example, Sub-Saharan Africa has a lower life expectancy compared to Europe and Central Asia. Therefore, if you are trying to predict life expectancy, it would be preferable to retain the 'Region' feature. To do this, you need to binarize it by creating dummy variables, which is what you will do in this exercise.

**Instructions**

**100 XP**

* Use the pandas get\_dummies() function to create dummy variables from the df DataFrame. Store the result as df\_region.
* Print the columns of df\_region. This has been done for you.
* Use the get\_dummies() function again, this time specifying drop\_first=True to drop the unneeded dummy variable (in this case, 'Region\_America').
* Hit 'Submit Answer to print the new columns of df\_region and take note of how one column was dropped!

[**Take Hint (-30 XP)**](javascript:void(0))

# Create dummy variables: df\_region

df\_region = pd.get\_dummies(df)

# Print the columns of df\_region

print(df\_region.columns)

# Create dummy variables with drop\_first=True: df\_region

df\_region = pd.get\_dummies(df, drop\_first=True)

# Print the new columns of df\_region

print(df\_region.columns)

<script.py> output:

Index(['population', 'fertility', 'HIV', 'CO2', 'BMI\_male', 'GDP',

'BMI\_female', 'life', 'child\_mortality', 'Region\_America',

'Region\_East Asia & Pacific', 'Region\_Europe & Central Asia',

'Region\_Middle East & North Africa', 'Region\_South Asia',

'Region\_Sub-Saharan Africa'],

dtype='object')

Index(['population', 'fertility', 'HIV', 'CO2', 'BMI\_male', 'GDP',

'BMI\_female', 'life', 'child\_mortality', 'Region\_East Asia & Pacific',

'Region\_Europe & Central Asia', 'Region\_Middle East & North Africa',

'Region\_South Asia', 'Region\_Sub-Saharan Africa'],

dtype='object')

In [1]:

+100 XP

Excellent! Now that you have created the dummy variables, you can use the 'Region' feature to predict life expectancy!

**Exercise**

**Exercise**

**Regression with categorical features**

Having created the dummy variables from the 'Region' feature, you can build regression models as you did before. Here, you'll use ridge regression to perform 5-fold cross-validation.

The feature array X and target variable array y have been pre-loaded.

**Instructions**

**100 XP**

* Import Ridge from sklearn.linear\_model and cross\_val\_score from sklearn.model\_selection.
* Instantiate a ridge regressor called ridge with alpha=0.5 and normalize=True.
* Perform 5-fold cross-validation on X and y using the cross\_val\_score() function.
* Print the cross-validated scores.

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Your code can not be executed due to a syntax error:  
invalid syntax (script.py, line 2).

Check your call of cross\_val\_score(). Did you correctly specify the first argument? Expected ridge, but got X.

Check your call of cross\_val\_score(). Did you specify the argument cv?

File "script.py", line 2

import Ridge from sklearn.linear\_model

^

SyntaxError: invalid syntax

Traceback (most recent call last):

File "script.py", line 9, in <module>

ridge\_cv = cross\_val\_score(X, y)

File "script.py", line 335, in cross\_val\_score

scorer = check\_scoring(estimator, scoring=scoring)

File "script.py", line 274, in check\_scoring

"'fit' method, %r was passed" % estimator)

TypeError: estimator should be an estimator implementing 'fit' method, array([[3.4811059e+07, 2.7300000e+00, 1.0000000e-01, ..., 1.0000000e+00,

0.0000000e+00, 0.0000000e+00],

[1.9842251e+07, 6.4300000e+00, 2.0000000e+00, ..., 0.0000000e+00,

0.0000000e+00, 1.0000000e+00],

[4.0381860e+07, 2.2400000e+00, 5.0000000e-01, ..., 0.0000000e+00,

0.0000000e+00, 0.0000000e+00],

...,

[8.6589342e+07, 1.8600000e+00, 4.0000000e-01, ..., 0.0000000e+00,

0.0000000e+00, 0.0000000e+00],

[1.3114579e+07, 5.8800000e+00, 1.3600000e+01, ..., 0.0000000e+00,

0.0000000e+00, 1.0000000e+00],

[1.3495462e+07, 3.8500000e+00, 1.5100000e+01, ..., 0.0000000e+00,

0.0000000e+00, 1.0000000e+00]]) was passed

In [1]: # Import necessary modules

from sklearn.linear\_model import Ridge

from sklearn.model\_selection import cross\_val\_score

# Instantiate a ridge regressor: ridge

ridge = Ridge(alpha=0.5, normalize=True)

# Perform 5-fold cross-validation: ridge\_cv

ridge\_cv = cross\_val\_score(ridge, X, y)

# Print the cross-validated scores

print(ridge\_cv)

[0.86136601 0.83522099 0.82255088]

<script.py> output:

[0.86136601 0.83522099 0.82255088]

In [2]: # Import necessary modules

from sklearn.linear\_model import Ridge

from sklearn.model\_selection import cross\_val\_score

# Instantiate a ridge regressor: ridge

ridge = Ridge(alpha=0.5, normalize=True)

# Perform 5-fold cross-validation: ridge\_cv

ridge\_cv = cross\_val\_score(ridge, X, y, cv=5)

# Print the cross-validated scores

print(ridge\_cv)

[0.86808336 0.80623545 0.84004203 0.7754344 0.87503712]

<script.py> output:

[0.86808336 0.80623545 0.84004203 0.7754344 0.87503712]

In [3]:

+100 XP

Excellent! You now know how to build models using data that includes categorical features.

**Exercise**

**Exercise**

**Dropping missing data**

The voting dataset from Chapter 1 contained a bunch of missing values that we dealt with for you behind the scenes. Now, it's time for you to take care of these yourself!

The unprocessed dataset has been loaded into a DataFrame df. Explore it in the IPython Shell with the .head() method. You will see that there are certain data points labeled with a '?'. These denote missing values. As you saw in the video, different datasets encode missing values in different ways. Sometimes it may be a '9999', other times a 0 - real-world data can be very messy! If you're lucky, the missing values will already be encoded as NaN. We use NaN because it is an efficient and simplified way of internally representing missing data, and it lets us take advantage of pandas methods such as .dropna() and .fillna(), as well as scikit-learn's Imputation transformer Imputer().

In this exercise, your job is to convert the '?'s to NaNs, and then drop the rows that contain them from the DataFrame.

**Instructions**

**100 XP**

* Explore the DataFrame df in the IPython Shell. Notice how the missing value is represented.
* Convert all '?' data points to np.nan.
* Count the total number of NaNs using the .isnull() and .sum() methods. This has been done for you.
* Drop the rows with missing values from df using .dropna().
* Hit 'Submit Answer' to see how many rows were lost by dropping the missing values.

[**Take Hint (-30 XP)**](javascript:void(0))

# Convert '?' to NaN

df[df == '?'] = np.nan

# Print the number of NaNs

print(df.isnull().sum())

# Print shape of original DataFrame

print("Shape of Original DataFrame: {}".format(df.shape))

# Drop missing values and print shape of new DataFrame

df = df.dropna()

# Print shape of new DataFrame

print("Shape of DataFrame After Dropping All Rows with Missing Values: {}".format(df.shape))

+100 XP

Great work! When many values in your dataset are missing, if you drop them, you may end up throwing away valuable information along with the missing data. It's better instead to develop an imputation strategy. This is where domain knowledge is useful, but in the absence of it, you can impute missing values with the mean or the median of the row or column that the missing value is in.

**Exercise**

**Exercise**

**Imputing missing data in a ML Pipeline I**

As you've come to appreciate, there are many steps to building a model, from creating training and test sets, to fitting a classifier or regressor, to tuning its parameters, to evaluating its performance on new data. Imputation can be seen as the first step of this machine learning process, the entirety of which can be viewed within the context of a pipeline. Scikit-learn provides a pipeline constructor that allows you to piece together these steps into one process and thereby simplify your workflow.

You'll now practice setting up a pipeline with two steps: the imputation step, followed by the instantiation of a classifier. You've seen three classifiers in this course so far: k-NN, logistic regression, and the decision tree. You will now be introduced to a fourth one - the Support Vector Machine, or [**SVM**](http://scikit-learn.org/stable/modules/svm.html). For now, do not worry about how it works under the hood. It works exactly as you would expect of the scikit-learn estimators that you have worked with previously, in that it has the same .fit() and .predict() methods as before.

**Instructions**

**100 XP**

* Import Imputer from sklearn.preprocessing and SVC from sklearn.svm. SVC stands for Support Vector Classification, which is a type of SVM.
* Setup the Imputation transformer to impute missing data (represented as 'NaN') with the 'most\_frequent' value in the column (axis=0).
* Instantiate a SVC classifier. Store the result in clf.
* Create the steps of the pipeline by creating a list of tuples:
  + The first tuple should consist of the imputation step, using imp.
  + The second should consist of the classifier.

[**Take Hint (-30 XP)**](javascript:void(0))

# Import the Imputer module

from sklearn.preprocessing import Imputer

from sklearn.svm import SVC

# Setup the Imputation transformer: imp

imp = Imputer(missing\_values='NaN', strategy='most\_frequent', axis=0)

# Instantiate the SVC classifier: clf

clf = SVC()

# Setup the pipeline with the required steps: steps

steps = [('imputation', imp),

('SVM', clf)]

+100 XP

Fantastic! Having set up the pipeline steps, you can now use it for classification.

**Exercise**

**Exercise**

**Imputing missing data in a ML Pipeline II**

Having setup the steps of the pipeline in the previous exercise, you will now use it on the voting dataset to classify a Congressman's party affiliation. What makes pipelines so incredibly useful is the simple interface that they provide. You can use the .fit() and .predict() methods on pipelines just as you did with your classifiers and regressors!

Practice this for yourself now and generate a classification report of your predictions. The steps of the pipeline have been set up for you, and the feature array X and target variable array y have been pre-loaded. Additionally, train\_test\_split and classification\_report have been imported from sklearn.model\_selection and sklearn.metrics respectively.

**Instructions**

**70 XP**

**Instructions**

**70 XP**

* Import the following modules:
  + Imputer from sklearn.preprocessing and Pipeline from sklearn.pipeline.
  + SVC from sklearn.svm.
* Create the pipeline using Pipeline() and steps.
* Create training and test sets. Use 30% of the data for testing and a random state of 42.
* Fit the pipeline to the training set and predict the labels of the test set.
* Compute the classification report.

[**Show Answer (-70 XP)**](javascript:void(0))

**Hint**

* Use the command from y import x to import x from y.
* To create the pipeline, pass in steps to Pipeline().
* Use the train\_test\_split() function to create the training and test sets. Pass in X and y, and specify the keyword arguments test\_size=0.3 and random\_state=42.
* Use the .fit() method on pipeline with X\_train, y\_train as arguments. Then, use the .predict() method with X\_test as argument to predict the labels.
* To generate the classification report, pass y\_test and y\_pred as arguments to classification\_report().

 Awesome, thanks for your feedback!

**Incorrect Submission**

Check your call of print(). Did you correctly specify the first argument? Did you call classification\_report()?

# Import necessary modules

from sklearn.preprocessing import Imputer

from sklearn.pipeline import Pipeline

from sklearn.svm import SVC

tts, cr = train\_test\_split, classification\_report

# Setup the pipeline steps: steps

steps = [('imputation', Imputer(missing\_values='NaN', strategy='most\_frequent', axis=0)),

('SVM', SVC())]

# Create the pipeline: pipeline

pipeline = Pipeline(steps)

# Create training and test sets

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size = 0.3, random\_state=42)

# Fit the pipeline to the train set

pipeline.fit(X\_train, y\_train)

# Predict the labels of the test set

y\_pred = pipeline.predict(X\_test)

# Compute metrics

print(cr(y\_test, y\_pred))

# print(classification\_report(y\_test, y\_pred))

In [1]: train\_test\_split

Out[1]: <function sklearn.model\_selection.\_split.train\_test\_split>

In [2]: tts = train\_test\_split

In [3]: X, y, test\_size = 0.2, random\_state=42

File "<stdin>", line 1

X, y, test\_size = 0.2, random\_state=42

^

SyntaxError: can't assign to literal

In [4]: classification\_report

Out[4]: <function sklearn.metrics.classification.classification\_report>

<script.py> output:

precision recall f1-score support

democrat 0.99 0.96 0.98 85

republican 0.94 0.98 0.96 46

avg / total 0.97 0.97 0.97 131

<script.py> output:

precision recall f1-score support

democrat 0.96 0.99 0.98 83

republican 0.98 0.94 0.96 48

avg / total 0.97 0.97 0.97 131

<script.py> output:

precision recall f1-score support

democrat 0.99 0.96 0.98 85

republican 0.94 0.98 0.96 46

avg / total 0.97 0.97 0.97 131

In [5]:

+70 XP

Great work! Your pipeline has performed imputation as well as classification!

**Exercise**

**Exercise**

**Centering and scaling your data**

In the video, Hugo demonstrated how significantly the performance of a model can improve if the features are scaled. Note that this is not always the case: In the Congressional voting records dataset, for example, all of the features are binary. In such a situation, scaling will have minimal impact.

You will now explore scaling for yourself on a new dataset - [**White Wine Quality**](https://archive.ics.uci.edu/ml/datasets/Wine+Quality)! Hugo used the Red Wine Quality dataset in the video. We have used the 'quality' feature of the wine to create a binary target variable: If 'quality' is less than 5, the target variable is 1, and otherwise, it is 0.

The DataFrame has been pre-loaded as df, along with the feature and target variable arrays X and y. Explore it in the IPython Shell. Notice how some features seem to have different units of measurement. 'density', for instance, takes values between 0.98 and 1.04, while 'total sulfur dioxide' ranges from 9 to 440. As a result, it may be worth scaling the features here. Your job in this exercise is to scale the features and compute the mean and standard deviation of the unscaled features compared to the scaled features.

**Instructions**

**100 XP**

* Import scale from sklearn.preprocessing.
* Scale the features X using scale().
* Print the mean and standard deviation of the unscaled features X, and then the scaled features X\_scaled. Use the numpy functions np.mean() and np.std() to compute the mean and standard deviations.

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Have you used print("Mean of Scaled Features: {}".format(np.mean(X\_scaled))) to do the appropriate printouts?

# Import scale

from sklearn.preprocessing import scale

# Scale the features: X\_scaled

X\_scaled = scale(X)

# Print the mean and standard deviation of the unscaled features

print("Mean of Unscaled Features: {}".format(np.mean(X)))

print("Standard Deviation of Unscaled Features: {}".format(np.std(X)))

# Print the mean and standard deviation of the scaled features

print("Mean of Scaled Features: {}".format(np.mean(X\_scaled)))

print("Standard Deviation of Scaled Features: {}".format(np.std(X\_scaled)))

<script.py> output:

Mean of Unscaled Features: 18.432687072460002

Standard Deviation of Unscaled Features: 41.54494764094571

Mean of Unscaled Features: 2.7314972981668206e-15

Standard Deviation of Unscaled Features: 0.9999999999999999

<script.py> output:

Mean of Unscaled Features: 18.432687072460002

Standard Deviation of Unscaled Features: 41.54494764094571

Mean of Scaled Features: 2.7314972981668206e-15

Standard Deviation of Scaled Features: 0.9999999999999999

In [1]:

+100 XP

Great work! Notice the difference in the mean and standard deviation of the scaled features compared to the unscaled features.

**Exercise**

**Exercise**

**Centering and scaling in a pipeline**

With regard to whether or not scaling is effective, the proof is in the pudding! See for yourself whether or not scaling the features of the White Wine Quality dataset has any impact on its performance. You will use a k-NN classifier as part of a pipeline that includes scaling, and for the purposes of comparison, a k-NN classifier trained on the unscaled data has been provided.

The feature array and target variable array have been pre-loaded as X and y. Additionally, KNeighborsClassifier and train\_test\_split have been imported from sklearn.neighbors and sklearn.model\_selection, respectively.

**Instructions**

**70 XP**

**Instructions**

**70 XP**

* Import the following modules:
  + StandardScaler from sklearn.preprocessing.
  + Pipeline from sklearn.pipeline.
* Complete the steps of the pipeline with StandardScaler() for 'scaler' and KNeighborsClassifier() for 'knn'.
* Create the pipeline using Pipeline() and steps.
* Create training and test sets, with 30% used for testing. Use a random state of 42.
* Fit the pipeline to the training set.
* Compute the accuracy scores of the scaled and unscaled models by using the .score() method inside the provided print() functions.

[**Show Answer (-70 XP)**](javascript:void(0))

**Hint**

* Use the command from y import x to import x from y.
* The two tuples needed in the pipeline steps are ('scaler', StandardScaler()), and ('knn', KNeighborsClassifier()).
* To create the pipeline, pass in steps to Pipeline().
* Use the train\_test\_split() function to create the training and test sets. Pass in X and y, and specify the keyword arguments test\_size=0.3 and random\_state=42.
* Use the .fit() method on pipeline with X\_train, y\_train as arguments.
* Use the .score() method on knn\_scaled and knn\_unscaled with X\_test and y\_test as arguments to compute the accuracy scores.

Did you find this hint helpful?

[YesNo](javascript:void(0))

# Import the necessary modules

from sklearn.pipeline import Pipeline

from sklearn.preprocessing import StandardScaler

tts = train\_test\_split

#tts, cr = train\_test\_split, classification\_report

# Setup the pipeline steps: steps

steps = [('scaler', StandardScaler()),

('knn', KNeighborsClassifier())]

# Create the pipeline: pipeline

pipeline = Pipeline(steps)

# Create train and test sets

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size = 0.3, random\_state=42)

# Fit the pipeline to the training set: knn\_scaled

knn\_scaled = pipeline.fit(X\_train, y\_train)

# Instantiate and fit a k-NN classifier to the unscaled data

knn\_unscaled = KNeighborsClassifier().fit(X\_train, y\_train)

# Compute and print metrics

print('Accuracy with Scaling: {}'.format(knn\_scaled.score(X\_test, y\_test)))

print('Accuracy without Scaling: {}'.format(knn\_unscaled.score(X\_test, y\_test)))

**Incorrect Submission**

Did you define the variable steps without errors?

Traceback (most recent call last):

File "script.py", line 5, in <module>

tts, cr = train\_test\_split, classification\_report

NameError: name 'classification\_report' is not defined

<script.py> output:

Accuracy with Scaling: 0.7700680272108843

Accuracy without Scaling: 0.6979591836734694

In [1]:

+70 XP

Fantastic! It looks like scaling has significantly improved model performance!

**Exercise**

**Exercise**

**Bringing it all together I: Pipeline for classification**

It is time now to piece together everything you have learned so far into a pipeline for classification! Your job in this exercise is to build a pipeline that includes scaling and hyperparameter tuning to classify wine quality.

You'll return to using the SVM classifier you were briefly introduced to earlier in this chapter. The hyperparameters you will tune are CC and gammagamma. CC controls the regularization strength. It is analogous to the CC you tuned for logistic regression in Chapter 3, while gammagamma controls the kernel coefficient: Do not worry about this now as it is beyond the scope of this course.

The following modules and functions have been pre-loaded: Pipeline, SVC, train\_test\_split, GridSearchCV, classification\_report, accuracy\_score. The feature and target variable arrays X and y have also been pre-loaded.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Setup the pipeline with the following steps:
  + Scaling, called 'scaler' with StandardScaler().
  + Classification, called 'SVM' with SVC().
* Specify the hyperparameter space using the following notation: 'step\_name\_\_parameter\_name'. Here, the step\_name is SVM, and the parameter\_names are C and gamma.
* Create training and test sets, with 20% of the data used for the test set. Use a random state of 21.
* Instantiate GridSearchCV with the pipeline and hyperparameter space and fit it to the training set. Use 3-fold cross-validation (This is the default, so you don't have to specify it).
* Predict the labels of the test set and compute the metrics. The metrics have been computed for you.

[**Take Hint (-30 XP)**](javascript:void(0))

# Setup the pipeline

steps = [('scaler', StandardScaler()),

('SVM', SVC())]

pipeline = Pipeline(steps)

# Specify the hyperparameter space

parameters = {'SVM\_\_C':[1, 10, 100],

'SVM\_\_gamma':[0.1, 0.01]}

# Create train and test sets

#X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size = 0.2, random\_state=21)

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.2, random\_state=21)

# Instantiate the GridSearchCV object: cv

cv = GridSearchCV()

# Fit to the training set

cv.fit(X\_train, y\_train)

# Predict the labels of the test set: y\_pred

y\_pred = cv.predict(X\_test)

# Compute and print metrics

print("Accuracy: {}".format(cv.score(X\_test, y\_test)))

print(classification\_report(y\_test, y\_pred))

print("Tuned Model Parameters: {}".format(cv.best\_params\_))

**Incorrect Submission**

Did you call train\_test\_split()?

Have you specified the arguments for GridSearchCV() using the right syntax?

Traceback (most recent call last):

File "script.py", line 12, in <module>

X\_train, X\_test, y\_train, y\_test = tts(X, y, test\_size = 0.2, random\_state=21)

NameError: name 'tts' is not defined

Traceback (most recent call last):

File "script.py", line 15, in <module>

cv = GridSearchCV()

TypeError: \_\_init\_\_() missing 2 required positional arguments: 'estimator' and 'param\_grid'

Traceback (most recent call last):

File "script.py", line 15, in <module>

cv = GridSearchCV(3)

TypeError: \_\_init\_\_() missing 1 required positional argument: 'param\_grid'

Traceback (most recent call last):

File "script.py", line 15, in <module>

cv = GridSearchCV(cv=3)

TypeError: \_\_init\_\_() missing 2 required positional arguments: 'estimator' and 'param\_grid'

In [1]: GridSearchCV

Out[1]: sklearn.model\_selection.\_search.GridSearchCV

<script.py> output:

Accuracy: 0.7795918367346939

precision recall f1-score support

False 0.83 0.85 0.84 662

True 0.67 0.63 0.65 318

avg / total 0.78 0.78 0.78 980

Tuned Model Parameters: {'SVM\_\_C': 10, 'SVM\_\_gamma': 0.1}

In [2]:

+100 XP

Excellent!

**Exercise**

**Exercise**

**Bringing it all together II: Pipeline for regression**

For this final exercise, you will return to the Gapminder dataset. Guess what? Even this dataset has missing values that we dealt with for you in earlier chapters! Now, you have all the tools to take care of them yourself!

Your job is to build a pipeline that imputes the missing data, scales the features, and fits an ElasticNet to the Gapminder data. You will then tune the l1\_ratio of your ElasticNet using GridSearchCV.

All the necessary modules have been imported, and the feature and target variable arrays have been pre-loaded as X and y.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Set up a pipeline with the following steps:
  + 'imputation', which uses the Imputer() transformer and the 'mean' strategy to impute missing data ('NaN') using the mean of the column.
  + 'scaler', which scales the features using StandardScaler().
  + 'elasticnet', which instantiates an ElasticNet() regressor.
* Specify the hyperparameter space for the l1l1 ratio using the following notation: 'step\_name\_\_parameter\_name'. Here, the step\_name is elasticnet, and the parameter\_name is l1\_ratio.
* Create training and test sets, with 40% of the data used for the test set. Use a random state of 42.
* Instantiate GridSearchCV with the pipeline and hyperparameter space. Use 3-fold cross-validation (This is the default, so you don't have to specify it).
* Fit the GridSearchCV object to the training set.
* Compute R2R2 and the best parameters. This has been done for you, so hit 'Submit Answer' to see the results!

[**Take Hint (-30 XP)**](javascript:void(0))

**Incorrect Submission**

Have you specified the arguments for GridSearchCV() using the right syntax?

# Setup the pipeline steps: steps

steps = [('imputation', Imputer(missing\_values='NaN', strategy='mean', axis=0)),

('scaler', StandardScaler()),

('elasticnet', ElasticNet())]

# Create the pipeline: pipeline

pipeline = Pipeline(steps)

# Specify the hyperparameter space

parameters = {'elasticnet\_\_l1\_ratio':np.linspace(0,1,30)}

# Create train and test sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.4, random\_state=42)

# Create the GridSearchCV object: gm\_cv

gm\_cv = GridSearchCV(pipeline, parameters) #cv=3

# Fit to the training set

gm\_cv.fit(X\_train, y\_train)

# Compute and print the metrics

r2 = gm\_cv.score(X\_test, y\_test)

print("Tuned ElasticNet Alpha: {}".format(gm\_cv.best\_params\_))

print("Tuned ElasticNet R squared: {}".format(r2))

Traceback (most recent call last):

File "script.py", line 16, in <module>

gm\_cv = GridSearchCV()

TypeError: \_\_init\_\_() missing 2 required positional arguments: 'estimator' and 'param\_grid'

<script.py> output:

Tuned ElasticNet Alpha: {'elasticnet\_\_l1\_ratio': 1.0}

Tuned ElasticNet R squared: 0.8862016570888217

In [1]:

+100 XP

Fantastic work! You have now mastered the fundamentals of supervised learning with scikit-learn!